**Applying SOLID Design Principles in Angular: Best Practices and Examples**

SOLID is a set of design principles that can be used to develop maintainable and scalable software applications. It stands for Single Responsibility Principle (SRP), Open-Closed Principle (OCP), Liskov Substitution Principle (LSP), Interface Segregation Principle (ISP), and Dependency Inversion Principle (DIP). Angular is a popular open-source framework for building web applications, and it can be used to implement SOLID design patterns.

**Single Responsibility Principle (SRP)**

The SRP states that a class should have only one reason to change. In Angular, this can be implemented by creating small, focused components that do one thing well. For example, a component that displays a list of items should only be responsible for displaying the list, and not for fetching the data or updating the items.

typescript

@Component({

selector: 'app-item-list',

templateUrl: './item-list.component.html',

})

export class ItemListComponent {

@Input() items: Item[];

constructor() { }

}

**Open-Closed Principle (OCP)**

The OCP states that a class should be open for extension but closed for modification. In Angular, this can be implemented by using interfaces and abstract classes to define behavior, and then implementing those interfaces or extending those classes in concrete classes. For example, if we have a service that fetches data from a backend API, we can define an interface for the service and then create concrete implementations of that interface for each backend API we need to support.

typescript

interface DataService {

getData(): Observable<any>;

}

@Injectable({

providedIn: 'root'

})

export class ApiService implements DataService {

constructor(private http: HttpClient) {}

getData(): Observable<any> {

return this.http.get('/api/data');

}

}

**Liskov Substitution Principle (LSP)**

The LSP states that objects of a superclass should be replaceable with objects of a subclass without affecting the correctness of the program. In Angular, this can be implemented by using inheritance to create subclasses that inherit behavior and properties from a superclass. For example, if we have a base component that displays a list of items, we can create a child component that extends the base component and adds additional behavior or styling.

typescript

@Component({

selector: 'app-item-list',

templateUrl: './item-list.component.html',

})

export class ItemListComponent {

@Input() items: Item[];

constructor() { }

}

@Component({

selector: 'app-special-item-list',

templateUrl: './special-item-list.component.html',

})

export class SpecialItemListComponent extends ItemListComponent {

constructor() {

super();

}

getSpecialItems(): Item[] {

// implementation details

}

}

**Interface Segregation Principle (ISP)**

The ISP states that a class should not be forced to depend on methods it does not use. In Angular, this can be implemented by creating small, focused interfaces that define behavior for a specific use case. For example, if we have a service that manages user authentication, we can create separate interfaces for login, logout, and user information retrieval.

typescript

interface LoginService {

login(username: string, password: string): Observable<boolean>;

}

interface LogoutService {

logout(): Observable<boolean>;

}

interface UserService {

getUserInfo(): Observable<User>;

}

@Injectable({

providedIn: 'root'

})

export class AuthService implements LoginService, LogoutService, UserService {

// implementation details

}

**Dependency Inversion Principle (DIP)**

The DIP states that high-level modules should not depend on low-level modules, but should depend on abstractions. In Angular, this can be implemented by using dependency injection to provide dependencies to a class or component. For example, if we have a component that needs to make HTTP requests, we can inject an HTTP service into that component instead of creating a new instance of the service inside the component.

typescript

@Component({

selector: 'app-item-list',

templateUrl: './item-list.component.html',

})

export class ItemListComponent {

items: Item[];

constructor(private http: HttpClient) { }

ngOnInit() {

this.http.get('/api/items').subscribe((response) => {

this.items = response;

});

}

}

By following these SOLID design principles in Angular, we can create maintainable and scalable applications that are easy to modify and extend over time.

**Pros of using Solid Design Principles**

**Increased Maintainability**

Increased maintainability, in the context of SOLID design principles, refers to the ability of developers to modify and update the codebase easily without introducing bugs or breaking existing functionality. By following SOLID principles, developers create code that is more modular, reusable, and easier to understand.

For example, by following the Single Responsibility Principle (SRP), each class or component in the application has a single responsibility. This means that it is easier to modify or update a single component without affecting other parts of the codebase. This makes it easier for developers to maintain the codebase over time, since changes can be made more quickly and with less risk of introducing bugs or breaking existing functionality.

Similarly, by following the Open-Closed Principle (OCP), developers create code that is open for extension but closed for modification. This means that when new requirements or features are added to the application, developers can extend the codebase without modifying the existing code. This makes it easier to maintain the codebase over time, since changes can be made without affecting existing functionality.

Overall, increased maintainability means that the codebase is easier to modify and update over time, which reduces the risk of introducing bugs or breaking existing functionality. This can save developers time and effort, and make it easier to maintain the codebase over the long term.

**Improved Scalability**

Improved scalability, in the context of SOLID design principles, refers to the ability of the application to handle increases in load, users, and data without a corresponding increase in complexity or difficulty to maintain the application. By following SOLID principles, developers create code that is more modular, loosely coupled, and reusable.

For example, by following the Dependency Inversion Principle (DIP), components in the application depend on abstractions rather than concrete implementations. This makes it easier to replace or update dependencies without affecting other parts of the codebase. This makes it easier for developers to scale the application by adding or replacing components without needing to modify the existing codebase.

Similarly, by following the Interface Segregation Principle (ISP), components only depend on the interfaces that they actually use, rather than on a larger interface that includes unnecessary methods. This reduces the dependencies between components and makes it easier to modify or replace them without affecting other parts of the codebase. This makes it easier for developers to scale the application by modifying or replacing components as needed.

Overall, improved scalability means that the application can handle increases in load, users, and data without a corresponding increase in complexity or difficulty to maintain the application. This can save developers time and effort, and make it easier to scale the application over the long term.

**Better Testability**

Better testability, in the context of SOLID design principles, refers to the ability of the application to be easily tested using automated testing tools. By following SOLID principles, developers create code that is more modular, loosely coupled, and decoupled from external dependencies.

For example, by following the Single Responsibility Principle (SRP), each component in the application has a single responsibility, which makes it easier to write tests for that component. This is because each test can focus on a single responsibility of the component, making it easier to isolate and identify any issues or bugs. Additionally, by following the Dependency Inversion Principle (DIP), components in the application depend on abstractions rather than concrete implementations, which makes it easier to mock or stub dependencies when testing the component.

Similarly, by following the Interface Segregation Principle (ISP), components only depend on the interfaces that they actually use, which reduces the dependencies between components and makes it easier to mock or stub those dependencies when testing the component. This makes it easier to write tests for individual components without needing to test the entire application.

Overall, better testability means that the application can be more easily tested using automated testing tools. This reduces the amount of manual testing that needs to be done and increases the speed and accuracy of testing. This can save developers time and effort, and make it easier to maintain the application over the long term.

**Increased Reusability**

Increased reusability, in the context of SOLID design principles, refers to the ability of the code to be reused in different parts of the application or in other applications. By following SOLID principles, developers create code that is more modular, loosely coupled, and decoupled from external dependencies.

For example, by following the Single Responsibility Principle (SRP), each component in the application has a single responsibility, which makes it easier to reuse that component in other parts of the application. This is because the component can be easily extracted and reused without needing to modify or adapt it for the new context. Additionally, by following the Open-Closed Principle (OCP), components in the application are open for extension but closed for modification, which means that they can be extended or customized without needing to modify the existing code.

Similarly, by following the Dependency Inversion Principle (DIP), components in the application depend on abstractions rather than concrete implementations, which makes it easier to replace or update dependencies without affecting other parts of the codebase. This makes it easier to reuse components in other applications, since the dependencies can be easily replaced with new ones that are compatible with the new application.

Overall, increased reusability means that the code can be more easily reused in different parts of the application or in other applications. This reduces the amount of code that needs to be written from scratch and increases the efficiency and speed of development. This can save developers time and effort, and make it easier to maintain and scale the application over the long term.

**Cons of using Solid Design Principles**

**Increased Complexity**

SOLID principles can sometimes lead to more complex code, especially if they are not implemented correctly. This can make it harder for developers to understand the code and make changes to it.

**Increased Development Time**

Increased development time, in the context of SOLID design principles, refers to the potential increase in the time and effort required to write code that follows SOLID principles. This is because SOLID principles require developers to spend more time designing and planning the architecture of the application, and to write code that is more modular, loosely coupled, and decoupled from external dependencies.

For example, by following the Single Responsibility Principle (SRP), developers may need to spend more time identifying and separating responsibilities for each component of the application. Similarly, by following the Dependency Inversion Principle (DIP), developers may need to spend more time designing and implementing interfaces and abstractions for components.

While this increased development time may seem like a disadvantage, it is important to note that the long-term benefits of SOLID design principles can outweigh the short-term costs. By following SOLID principles, developers create code that is more maintainable, scalable, and testable, which can save time and effort in the long run by reducing the need for extensive manual testing, refactoring, and bug fixing.

Additionally, SOLID principles can help to mitigate the risk of technical debt, which is the accumulation of unaddressed technical issues in the codebase over time. By designing code that is more modular and loosely coupled, developers can reduce the risk of technical debt and make it easier to maintain and evolve the codebase over time.

Overall, while following SOLID design principles may increase development time in the short term, it can result in significant long-term benefits in terms of maintainability, scalability, and testability of the codebase.

**Over-Engineering**

Over-engineering, in the context of SOLID design principles, refers to the potential risk of creating a solution that is more complex than necessary to solve the problem at hand. This can happen when developers try to apply SOLID principles too rigorously, without considering the specific needs and requirements of the application.

For example, over-engineering can happen when a developer tries to apply the Open-Closed Principle (OCP) too rigidly, creating abstractions and interfaces that are too generic or abstract to be useful in the specific context of the application. Similarly, over-engineering can happen when a developer tries to apply the Dependency Inversion Principle (DIP) too broadly, creating complex dependency injection frameworks or using design patterns that are not well-suited for the specific needs of the application.

Over-engineering can be a problem because it can increase the complexity and maintenance burden of the codebase without providing any significant benefits in terms of scalability, maintainability, or testability. In some cases, over-engineering can actually make the code more difficult to understand and modify, leading to higher development and maintenance costs over time.

To avoid over-engineering, it is important for developers to apply SOLID design principles in a pragmatic and context-sensitive way, taking into account the specific needs and requirements of the application. This may involve making trade-offs between the idealized design principles and the practical realities of the application, and finding a balance between simplicity, maintainability, and flexibility.

**Steep Learning Curve**

The "steep learning curve" in the context of SOLID design principles refers to the difficulty that developers may initially face when learning and applying these principles to their code. SOLID principles can require a significant shift in mindset and coding practices, which can be challenging for developers who are used to more traditional approaches to software design.

For example, developers who are not familiar with SOLID principles may find it difficult to identify and separate concerns within their codebase, or to create interfaces and abstractions that can be easily swapped out or extended. Similarly, developers who are not used to writing unit tests or working with dependency injection may find it difficult to adopt these practices as part of their workflow.

The steep learning curve of SOLID principles can be a disadvantage, especially in the short term, as it can increase the time and effort required to write and maintain code. However, it is important to note that this learning curve can be overcome with practice and experience. Moreover, the long-term benefits of SOLID principles, such as improved code quality, maintainability, and testability, can far outweigh the initial investment in learning and applying these principles.

To overcome the steep learning curve of SOLID principles, developers can start by familiarizing themselves with the basic concepts and terminology, and by practicing these principles in small, isolated code examples. They can also seek out training and mentorship from experienced developers who have already mastered SOLID principles, and participate in online communities and forums to ask questions and get feedback on their code. With time and practice, developers can develop the skills and knowledge needed to apply SOLID principles effectively and efficiently in their work.

**Summary**

In summary, SOLID design principles are a set of best practices for writing maintainable, scalable, and testable software. They aim to reduce complexity in software design by encouraging developers to write code that is modular, loosely coupled, and easy to understand. By following SOLID principles, developers can create code that is easier to maintain, scale, and test, and that can evolve over time to meet changing business needs and requirements.

While SOLID principles may require increased development time in the short term, the long-term benefits of reduced technical debt and improved code quality can outweigh these costs. However, there is a risk of over-engineering when applying SOLID principles too rigidly, so it's important for developers to apply them in a pragmatic and context-sensitive way. Overall, SOLID design principles provide a powerful framework for creating high-quality, maintainable software that can adapt to changing business needs and requirements.

**SOLID: The Dependency Inversion Principle in Angular**

**Get a better understanding of the DI principle and how it is implemented in Angular.**

[[![Chidume Nnamdi 🔥💻🎵🎮](data:image/jpeg;base64,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)](https://kurtwanger40.medium.com/?source=post_page-----6e4b9c484960--------------------------------)](https://kurtwanger40.medium.com/?source=post_page-----6e4b9c484960--------------------------------)

[[![Bits and Pieces](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAwCAYAAABXAvmHAAAACXBIWXMAAAsTAAALEwEAmpwYAAAT/0lEQVR4nLWZeZxdVZXvv2vtfe5UVbfGVCWBTGQSZWhm8bUj0NK0yGQDIqKCPgeQ143MUysyCG0j0C2vxVYRsaEFxAmFpzaCCEpo8GOYJCaQoZJKap7vPefsvfqPWwkJCaC+9/YfVfWpe/Y6v9+a17rC/8W5cIMxNQwBIzEkN7OWduXxu37E0gPfXEqcn+OMqGYbbrv87PDZ277F+FCkCdUCFusitLTD6fPlz8bwZ928fNIYHoG0BjYZvZrl5YpjdMOWOa3d3ZdXqpxYLNJREHBAAliNDekYtw2uX3/FwgXz6rXpnFbv3byEMFmBtrnwzuRPh/Mn3bhk2pgcghdSmDVq7taChA+nxvTaVczeY9m/VHs4UzIYXT3IwPPPMNm/BRWhffZc5r1hL2YvbMEDU/1ccMeNV113xtmXkESjAOo7JZ644P8jgYuGjIlhyKZMkhAYjti39vOcuqL2kd13K32tWER+/71HePTL19Y3rXzShzzbJtsAVyzFxQe+JR579qWFA47Yi3yCzUMbpk5avLDy0MCGlPamgrZVMKlgxRIc1PrHQXvdpy6cNqaGIJ+GOB01DyFWWhIGeof3bZ/T/p3mDpaN/K6fX1x5XvrCz+9LCqWKlDq6TJ1DZ8RHjJBlTAwNSMzS8OZjTrHTLrrGz1tUYnKAn/S9tOHkPRbsPpZOZTT7xC0qEMYqUG2H5W2vDfFVPz1v2pgeguka+BpuWghNBsO9G4odu+9+a2sPJ9f74dc3Xhf+6xs3E0LumrtnmzpnFoJiFm37l4ggzhGyTEa3bJRSU2t+wqfO9yd+7AxaKjDSx2X3ff/frzzh6PfjzSgiKhWJHe2w15xXJ7HLTy6YNsZ6Ia2ZFvIQc+d45if3ste7jzm/2uOu9cDTd/yYR/7xsnxs4zrf3DMXXyxFC4EYo6pIRER3EGoWo5mqahTnqE9O6uTgJpuz+E35Jy+6Nvmr9xxKTBnsWz998gF7ln/2hxcymrzTjpJGV4G2duhs3xnuLgmc3WtMD5pmFmK56JkemzqsOrvy702tdPc+vJqHPn9+tu7xh3y5tUtK1bZoMW8AV42A7krmdidufVbVMTo8qPnEaDjosPfGz1x0XbLXXp2MD/Oz3rV9J8/vnD04VZ+mo1jSQlnirHbo3G1HyDsROH/ImBhC6lNmwUJS8P6+ag9HTPVGHrvusvzpO28V8c41d/eYGRZDUFV5NV28xjFiNJxz0cxkeEuf4Hz+wdPPdmedeY50tcJAH5/d0s7nFg4ZTkzLJY097VDZjsS2vy6eMmrDUJtG0pqZRfZzTp5sboeVt95lj113WaiNDvvmnrmmhYJZlhFhV1qP21lj+3+q6k7G2fasc456vabjm3utOntefsWlX0qOO+odDA/acx7epGLmUG0tEnvmgHTJywQunvH5rIYGiGAHWB6eaO3xrP7eg+n3P/nXSXPnEik0N0fLX8tdLMZoquqiOCVPUxUBlxRejo9du9k2It57GR4elHysP9z1nd+EQ/dbXhgezMdL3rUKYgI6p5VYWdogoAATQ5DOgBeoKjxRQCgp9Zd+cX/B+w5K1dYY0lQxY0aTr9Q6IHhfiGltWod612q9NhWnJsYZ2rBO8zzVJEkioI1n2d5CqqqYGWmayqxZPRGce+RXPy+0FEm90eKN56sxUowxjteQMNTIcXrRBiOtQVeMsRzBwYPewJulXijOWvwGy/NBsRBwzsVopo3S9DLwGCPOJTGaMbjxJc1DFk/5zOfjLQ+s5JYfPxWP/9jfx/HR8TiwqVdBonMuxhh1hvVWQZiZJkkS67U6MMHyRctNAgUPqYdlmej1CMRp5IWRmRj41ErDwEchF+KxzvTeBAuSRy2VHF6x7579UZ554F4ttXTS1NYeY2y4A4A6F1WE0cF+zWvTvOXok+OHz7uSxcubZXIIEoX2VnjuyU1287UXseLB+9S3tNLa1rmDHOdcVFEGhvqVyTFOPOl/xv99xdVMTiCWh1hQ5xwRB3ME+kol1XKRKGeuNBbVYVMRUuNZJe6pMWbFgvfOGgCaqtjKH/wn93/xcrasfl5bZs2lWG6KYEyOj+n08GYW7nNo/NCFV3Ho4ftSH0OmhnOKziNmuBjo6vJUCtj933+IG//pMjatfkabZs2lUm6KAGOTY1of3MzSvQ+OV517NX/z9v0YHkYSQALkeZ4W1Re9xW9E9HSITtEgZ680tYY/znMW1xWcUu3C6gOgETq6oT4KlWbIJ7Cf/+uXeeCW60knhhSMlu758W/PuoSjP3QSiUPGN0ckRppKnqmxKSrFIqXEEeo5Re+Z0w3T49hXb/lXvvK16wlj/QpQ6do9XvCpiznz1PeTKGIptFZgU1+gvclRaiKOD+C8gUoUQYkgcu5KcwbBYjzbqd7Y2kH22C23+0f/7QZDlQOPPYUjz/o7WlqQdBRaO2Hjs0P2m+/fSbFU5p3Hn8q8hYmMboK8llFwDgmR+fM8t375dmbP6uG9xx7B4OaAF0FCoKWSsFsPPPf0sH33R3dSSoqcesypLJlfkPER6G6FF9fV7aIbLufHj/wfqpVmvnzuNXLMu//S6luiOtVDhPi4gcr5K4MDDSFL72jtKpz80i+fqn/9A28tlFrmiKpjarSfroVviMed9zneduzhhBqiEZqaGr1+Ng718UCiSlNZkADT43WWLyly2gmnsniPN3DtP17KmhdqdLWVUIN0KqJmdLY6qhXwEaYmoVqEmGM3fPM2Pn/LF6gPDmqhs5N0YhwQG7j/mbyzqyWZnsjOK3j/RUyclkxj0UBN5lVK0PvU4yrSJM2d3bFYrcaOeUvjxHC/fvXM9+tVJ55M36peKyXYyIaMkd6cdCKQiNJUEtb9fg1j/SMsX1okr2HPP/2UvfD7lZYAey4use6lXnrXbaJaUQqiTI4GNm3I2bw5UC1i9z/8hO197OFces05KojOmr8otpQqsWfOvEh9gt/94dlIBUziElTAIbo4YC0GHkoJ4ETERLGYYyEQ8lTLLa2xffeF8fnHf6kXvvfN+tLKl+jqTCggFNThLFJOIJua5IPvPdge+N5jtmntJNPjo7p+3RomR7Cb/uV2O/HUI6zkExLAESk6pehgfrfjzh/8lONPf5e+2PuSds1bHCulckyzVIMZIeQgiVgDNKLajDYqkW5xkAv4SOYBokVsW55XVY0xBI0h0DNvUSSd4Bf33E5zBRRDY0BDZHww412H780BB/8l5370HXrWx4+n1FIlS1Pec9yRXHflB/XEYz7AIft2MTZSR4KhERJRfISb/+MWKLbR09kdszzTiO3YephhFpkB7md+m7eIOME8ZAVALMhMA79TlQx5Dq5MzFO8QSJCtckxq93hDDqa4YwzzuHxXz8Ytwxs1lKpHAHd2NdLueuNfPzUT1Apwt57FJEIg0OQTTcwhTyHQoE85IhIFGTnxglrBJ7itvYB3ksjh3qLqReQEHa883LLoA0Zhnceb1D2jvWr1nH3L3/KqudXsvalVTYyNEC12oaq21plY6lYJITAsaf/Dd2d3bZ80XI5YM+/4Oi3/hXzumfRKGQeLG5V2y5b8kDQHSwQwTsQBQuQeQN52X12PjPSnQge8EAlKZDXphnYspF1a1eRjQ6pNLVSrbZuIy9IHBsdUqYnmZiciG3NVcKSPakkBfzM61Rkuw5l1ydiDYmCR8AU856IoQSoFwBmmrJXZ2A4UQoCsR5YMH82l1x6Fl7OYmwQetf1x6u/eDG/+vXDWq1WG+3B8ICefPQp8bJPXsyiOS2U24EMav2Q1q2BSGW7d+xac2ZhqwupzHRkXiMiAsFIG2Xb4i4kbHcMFSUBEjGyKWPD6hyvQrXs5X/sP8umpqYaL9umukAeA2/cv4WhVcjYUI4DitqQA9KwwGuoDSBYwwIy40IaQRNRcYBnJgtZeN3hyumMCxkUBMqFRky0VuCBnz3Hike+p0mhSJZn5HmOeM/d371VX1gxQmsZiipUvKeA4GAGlGPHDntnGkZ4OQsJ4DBt+LLhIfUGBOPVnHErr0QdvlE78IBDSEToqsJN/3Y9sxftGy/8xAVxfHhQ0zzjhnO/EClW4s3/8VVcB0iIjXsKogIC3rnXjYGwNQYUbzqTYXycEWaWFgTEwqsKMAO0kQgqDggBj+BCoK3J8dTvBln14u/l6R8+Kge/6UCoTzE1NcHx7ziK5+99Qn7w8P1SXw+tpQSdSRbBApQgWGQXmXMHzUWL29KoKKiAehRvgodao5BFfTUTmAWSpiqPPPpzsmls4ZwiZDkajYLCyNAAt1/3TToXwPBQP7gEnGrflk0sP7CLO/7hn1m/cX3DX2PAxCjt4ZlcV7cVz/yWSlMzIb66CwcLNmMBhwCKqZcZFzJSHxspclfwRYQ8z7W5uSWu+cOz+r7TPsCqF/pt+XxPZ4tnYjSw/7Ll7LlwEXEztDVVZ24q7ZUW2ASH7PlGlsybR1oLlLs9yXy1Jx58xvY57Sima1NaKhRjjFHlFQxs5qdTpzPAG7FfB/VAguBhWgLsPn8PiAHBMLMdbKqqxGja3tkdV6x4WN9x7MGceclVVps0WzbfIQFqUzUUaC6VQAVViS2lMgATkzUoQWEPR9/aQTvho5/moJMP0zUb1ml7W0cMIeywzTAzRITG5GksXjjfGqsQCziIJVAXsUY2kdVxCg4+6K1CoUCWZVuH97gjCYkWTbu658bmalW//o0bdJ+j9+Par9xhHc3YvK4SZNBaLIM4nCjVUkkwaN6tBAG7+B/+yeYcfQjf/fE92jZ7t9jV1hZfZWMRVZWxiQnt2H2h7bfPnpFpEO82kICWotMimBco+uTBiXHYe++5fv+D38noYL9sHb5f4U0qKjHLMk18EmfNWxyzNNULr/i0Ljn6XTz7Qq/R0qjQqCIqFIsJdMF/PvgbazpsH665+VqtNFV01m7zooho9rLmdwBvZupUyUcG+NCxx0MPmtZynNcHRSIminqJ8TmBg/o2rdM8vKgBPn3mhYEslTzPUN22PNh5DYJpmqfa1NQUexYujWtfeEpP++yZALSWmwCLZiBtwDB25Gc+wtTEqM5esDgWk0JMs0xtRsuvBB9j1MS5ODI2pr7aaVedew5MkqgTRO02VMER1FAODPjnd9uNotMLRvojR7x9Lz78sXNtZOMfVFXZagljxyotCKoaQwiaZ4Fy1+6s2bQWhqGzrSqYSOIToQobtwyQDQ9qZ2dPrOeZ2sx+SV7RuJlZA3ySxDTLNB3eaLd/6XopLyim+XjAefcdRMewRgnRcjt0lshbIrREuyuBhwe24K+6+Lz0uBM/ZYPrn9ep6SkKvhCFrQG1ozVEBBMjWCRJEnDgymKIWFOxZDhwiQPvZ8YNi/KK7bXN7JhEhGKSxIHBQR3bvN6+ePWX5KTTj0rpp+i8ECV+AKVRDwT0LYsELUMEiaoUvb7d0tA3NUrxa9d9IVz52a/mImh/74saYmBmu7YTEWmor9FlAVQAM62UyuAb7ceMAVV27HsawIFCksR6vc6Wdatlt57Z/PSeH/GZiz5SZ5BC0AhOD1DRHEOlhEnHjPmq7eBLmI9RXISKd3PSelgxMoi/4KMn+ZU//G16yt+eEcYGt+hA/yZxItu71XYUrNGUCVAEvI/lQgk8iNu2wY7bA9/qLmZG//r1MjVd0ysu+xwbfvtIdvjxh0ocoBiIqNP9gCelhEgHkUqjNinA3HZhVjtUymrEKGYwnmUHE+zD69dnaXc1KXz7+qvdr779UHbg3ocwsOFFHZ0Y3+pW0cwwDLOXexs84gsFKZWKggfZbjw0M2KM6p2LSZLEgf5+HdnYqyccfwKDT/5XdtkVZwpGkm7OEYlfUaeC8VspIZQxEWGrFbdJnTtX6G6H1rJaNBNzHlX5ZlOSFMdG82v710fe8hdLkhV33iW3fuEbWXtzVfvXr9YszygkSfQuga1FRwEP5UKJcqEEClEihIiqkjhHoVCI45OTOrBute65dBkP//C+/O67/zl2LKgmWV9OXg8/SQp+DugnZgzmtoJ/zWNDxvBqY83TxprHg9u4wuhbERj5jbUO/Sq9N3/CzNaa2ZOWn3PGNRnlBYZ2R2ldauDtxOP+Lli/RdtisXvBIfGww06LVrNoGy0s2+uIAC1GyxKDzljs2Mtuuva23GqWmZmFzWZpX7YyDtoBsd+IQ0YcCGo1EzPDXmta3InIgJGvMvpXmvStCDq6whh9LCd9LOw79Wh9pT1tZlvM1ty/MT36qI/n85e8zT70/guiPWfBXrRoIxYXLHt7fM9RH482bdH6LW55aii8+8iPxAXL3mYfO+OSWHsprZuZ2aBZvTftD/3x2GxDThw04pZAHDC1ydcG/rrfC9l6g2EYrUVNlFgxZXBwhKaOpveJk68XO30LZWCSlFYSxiCbiiQLlT0POZK9ly3nO3fdSH1NTrHLQzMwQU4bCZOQjmao6v/yLe4mq0GciGizOmkjNKYdeC23eb0v5JB5AnOgtV3j0xNKwFyluYkk8Xcnia9OD2aXpZsDVqeQ9uWS1UIqjoiHUqlIqVjaOgbGbCykWV8Qq5NkG3Pqo/kNhWIiTt1NlgIxOtetSGcD/PbB+mcTAJBZgiwVDt4HXIeEcksC0RxAwfsrxVHMCd9yiUO9Fk3MzQSxlYsFA4hiziVadF4JMdzjvGtLnP69NVbjTgogXRoo/3HA/yQC24h0CLJYYAm4BRq0iriKqCKpipwmIktF5c6Znl1aW1q0tdqizGRRdXIPIm9Sde8DGTVUpYy4TgJNjRT8xwL/f3Zs2MieMc2eM8Iqw9Yav7znScxMWrv3f+iNe//1t81M7rvjIazfCH1G2GiEzaZh3Z+YWXZx/hstHRJK3ZuClQAAAABJRU5ErkJggg==)](https://blog.bitsrc.io/?source=post_page-----6e4b9c484960--------------------------------)](https://blog.bitsrc.io/?source=post_page-----6e4b9c484960--------------------------------)

[Chidume Nnamdi 🔥💻🎵🎮](https://kurtwanger40.medium.com/?source=post_page-----6e4b9c484960--------------------------------)

·

[Follow](https://medium.com/m/signin?actionUrl=https%3A%2F%2Fmedium.com%2F_%2Fsubscribe%2Fuser%2Fa1ee806e09de&operation=register&redirect=https%3A%2F%2Fblog.bitsrc.io%2Fsolid-the-dependency-inversion-principle-in-angular-6e4b9c484960&user=Chidume+Nnamdi+%F0%9F%94%A5%F0%9F%92%BB%F0%9F%8E%B5%F0%9F%8E%AE&userId=a1ee806e09de&source=post_page-a1ee806e09de----6e4b9c484960---------------------post_header-----------)

Published in

[Bits and Pieces](https://blog.bitsrc.io/?source=post_page-----6e4b9c484960--------------------------------)

·

8 min read

·

Aug 28, 2019

[[![A mountain with trees and clouds

Description automatically generated](data:image/jpeg;base64,/9j/4QC8RXhpZgAASUkqAAgAAAAGABIBAwABAAAAAQAAABoBBQABAAAAVgAAABsBBQABAAAAXgAAACgBAwABAAAAAgAAABMCAwABAAAAAQAAAGmHBAABAAAAZgAAAAAAAABIAAAAAQAAAEgAAAABAAAABgAAkAcABAAAADAyMTABkQcABAAAAAECAwAAoAcABAAAADAxMDABoAMAAQAAAP//AAACoAQAAQAAAOgDAAADoAQAAQAAAEoBAAAAAAAA/9sAQwAGBgYGBwYHCAgHCgsKCwoPDgwMDg8WEBEQERAWIhUZFRUZFSIeJB4cHiQeNiomJio2PjQyND5MRERMX1pffHyn/9sAQwEGBgYGBwYHCAgHCgsKCwoPDgwMDg8WEBEQERAWIhUZFRUZFSIeJB4cHiQeNiomJio2PjQyND5MRERMX1pffHyn/8AAEQgBSgPoAwEiAAIRAQMRAf/EABwAAAIDAQEBAQAAAAAAAAAAAAABAgMEBQYHCP/EAEEQAAEEAQIFAgUCBAUEAAQHAAEAAgMREgQhBRMxQVEiYQYUcYGRMqEjQlKxB2LB0fAVFjPhJFOS8SU0Y3KCorL/xAAaAQEBAQEBAQEAAAAAAAAAAAAAAQIDBAUG/8QALBEBAAICAgEEAgEDBQEBAAAAAAERAhIDIWETMUFRBHEiMoGRFFKhscEF8f/aAAwDAQACEQMRAD8A6OI8IpTDU6X73aPt+cpXSeKspGOyWK8U8VOk67psUrpOlZSANksQxRSspMApYrARSspPFLRVSdKykUliuk69lZijFLFdJ0rA1GKtiqvZOlbiilLFVIrorsUUllKaTpW0iuiWivFGKtxCKCWUqrqjFW1siksV4pYq6kUliqkUraRSWUqxCMVbSKSyleKMQrKTpLKVYp4qykV7JZSvFGKspGKWUroIxVlIpLK8oUjHqp1ugNSykKSxVtIxSylVBPFWV7opLKV0lStoIpLKVUilbSMUspVSKVuIRSWUqxCK3VtJUllK8UqVuKKSylWKMenRW4pUlleVeKMVZXsikspVilirqRSWKcUsVdWyMVbFNIx7K6kUpYpxSxtXYoxVsU4pYq/FLEpaKS1LFXYoxS1U4+yWKvxSxSxTilirsUqS0U4oxKuxSx9ktVOKWKuIRSWKcVHFX0kQlqpxSxV9JY+ytijFLFX4pUpZSjFLFX4oxVsUV5SxV9JUllKMdkYq3FItS0pVilj1V1JUpa0pISxV1JYq2lKa9kiFdSVJsUppLFXUljursUpx3RircUsU2WlOKWKvoqNJZSqkqV1JUUuD4UUildSiQllKqSxV1KNJYqpItV1JUlqppKlfSjSWKqSLVbSVbpYqxSpXUlSWqmkqV2KWKWimlGleWpFu6WqikK4NQlnT1FIpWUnS81iukwPZWYp0FbFVJ0rKCKSxXSdKykJZSFIpWUilbWkKTr6qdIpLSkKTpSpOkvyUhXRFKdJ1spfkpXSKVlJ0llK6RSspOt02FeKMVZiik2FdIAVtIpTaBXijFWgIpNo+ylWKeKspFJsK8UYqwBOk2RVj7J4qykEJsqvFPFTpFJuiuk6VlIxTZVdIxVuKWKbFK8QilbSKU2RXj4SpW0jFN1pXijFW11RSbpSrEIxVuKMU2FWITxVmKKTeRXSMfZWYlOk3KU0nj7K2uiKTYpTijFW4opNilWPVGKur3Rim4pxRircUUm8irH2SxV1IpN5FOKMVdSKTcUY2jFXYoxTeSlOKWKux9kYq7lKcfZLFX4+yK6puUoxRj7K7FGKbwUoxRSuLUYq7x9lKcUq9lcWoxPhNoKU0UqV1JYptBSqkqVxalSbFQppGKuxSx+quxSrFKlbiiktKU4pYq7FKktaU0UYq7FLFLlFNJYq7H3SxTaVpTSjir8UYq7EQoxSxV2KWPsm0ikhItV9Uo4ptKqaSxVxCWKbFKaSpXEJYpsUppKldiEqV2KVEKJHsrsUsVNilOPVLFXYpY79FbKVFqRaraRSlpSnFRxV9JUllKC1FK7HdKldlUkKNK6kiPZNilJCVeyupKk2FVKNK4hKk2KU0ilbSWKtrSohIhW4oxUspTSMVZWyKSylVJYq2kiFNilVIVhahXYp6ek6TA2UqXn2hqkKRSnWydJutIV2TpTA9k6UnNKV0nVKdJgJuUhSeJU6RXspv5KQpOvZTpOlNyldIoKygmAmxSuk6U8U8U2SldIpWUE6TZVQHROlZSKTZFdJ0aU6TrumwrpFK2gik2KV4ox2VlJ0FNhVinirKRSuwrxRSspOk2SldIxVlIpTYpXSdKaCPZLKRqkqVlIAKWUrpGP0VlFFJsUhSKU6TpNildIoqyt0YpZSvH2TpTxTxTYpXSK2VlIpLKV17Ix9lZXsnSWUqpFKzFOkspVX0RStACKTYpVSKVtIoJsUqpFK2kUl+SlVeyCFZinSbeSlVIpW0lim3kpXiiirMUYpt5KVUjFW0limxSvFFKwD2RSX5KV0lStpFJsUqxSpXVslSbJSqkqV1IqqTZaU4pYq6kUmxSktSxV1e6KTYpTilirqRRV2KU0lj1V9JYpsUoxQRursUsVd5KUUEFquxRim5SjFLH2V2KCFdylFeyVK7FBb7K7rSikUrqpItV3gpSQlSupRx7pvElKqSxVpCVJsUqx2pItV1JUmyUpxSpXYpYpsKcUsVdilSbKoxSx9lfio0mwqpRoK6kqTZaVUolqvpRxTYpRj7IpXEeyWKuxSnFFK2ksU2KU0igraUSE2KVVslStpKk2KVYpYq2kEJsUpxSxVpBSLd02KVUlStAF7hS9J7fZJzWmevZBCv9PhK66UPspvP0teVFIr6q02epUKTa0pAj2QpUhXY78PSVsmrMSjFeTeHTWfpCk6KlVKVDwE3hKQrdG6soeEVumxSACakAmAmyVKP2TpSoJgJsUhSYCdJ0mxUo11TpMUmmyVKNeydKVdEJsUVIrdSARSbFI0nXunSdJsmqNFFKVIU2XUqRSdKVJsaoUilOgnX1Tc1QpFKdIATcpGkV1UqTTc1RpFKVJ0puusIUnSlSKTZNUaRSnSf1TaTVXSKpTxTpNiladKdIpNikKRSspFBNileKdKdeyYCbFK6RSspOlNjVVSdKykUrsaq6RSspFKbLqrpOlZQQBSbJqqpFKykUlyuqugjFW0lSbGqukEK2kUlyaqq6JUrq3SpLSlVIpW0ik2k1VUilbSKTaVpUR5RStpKk2KhVSKVtJUmyaq69kqVtIpNpNYV0lStpKuibSuqqv7IpWUEUmyaq8UqVtJVuruaqiEUFbSRCbmqukqVlIoeFdzVXSVKykUmxqqxRSsxSpNk1lXj7JYqyt0UrsVKqksVbSVJsVKrFLH2VtJUmyqqSIVtJUmxSktRXsrSPZKh2V2WlOKWKtpKld/JSqkqVtJUruUqrqilOt+iVJuUrpKt1ZSKKbJqqpIhWUivZNlpTiilZW6KTYpTSCFYR7KNJsUhSVKyvqokK7LEIUo0rCNkiFdylZGyjStpKk3KVlRIVhCVJsUrpKlPslSbFI0okKVBCbJqgW0lRUyAkmxSFKNKwjZIpstK6QpnuhNinqL9k7Cryb5CebT/ADBeHv6l6KWWEbKAc26yH5UrTso8Wp4hK07S5Kj6GI7IwCWbb/UFIEHcGx5CXkmkfRYlGJUk6KbSaYoYp4qR26kAe+yYcCdiD9N/7K7ZfSaYo0UlZR8H8JnpuE2n6XTFWnSlbelj8p232Taf9sppH2jQ90tlMY1Y/bdPEeCm/g08q6TpSqk6CbwmiACf5TpFBN4NCH1RQ/qUq90UB3TfyaCvdAHunSK9wm3k1FdUYlOkABNk1KinSK6p0m3lNSq0JhOk2NSo0ik6KabGpeN0bp0ik2NSpHdNFJsahCaE2KJNCE2koIpNAU2NRSBsiimmxqVIpSQm0lQVIpOk02XUqRSK3Qm0/ZqKCKT8pKbeTUqRsmiuqbGopCddEUm3k1KklJFJt5NUSEKWyRTY1L8Jf86KSE28mqKaaE2TVFFKVbpJsupUlSlSPqm0pqjSKTIRum0mqNIpSQrsaoUilNRTaTVGkUFNJNpKQpFKajSbFI0lSmhXY1VpUppFIyNUClSmkrsaoFCluhXY1QSpSS26paao0lSmlSWaoUkQp7eUUllK6KVFTr7pJsUrpKlOkFLWldbJKaRVspWQkQppKxkuvhCuqVdFLwktbGqP2QpJUE2TVAhKlYVFNkpCkiPZTSS2qQIUSFYolNikCFGlYoJZSNKJCmdu6SuxSFKJCsUUspBIqZKillIWhSSSykaSUlFS5KJCZQlytNoe69zaeZ8/ss/2CK9l0rFe2rIV1UmyuaNiR9Fk3TopridtfPfv6nBJ0xPVxP1KzUU6HhKw+jv7XiUDqNvqrG6gA7WPostDwUwOu37pMYfR20HUuP8AM4j6pGd3Zx38bKij4TxPuprh9FytLmE2dz5KZMdGiB9FVTk6+qtYlyfpraz+yd7ex7JYnyU8Se6dJ2j+E/pX908fyniVbhOw1zh3+u5CYLx0c/7Ej/VGJHcoxU68HabZtQ0bPePrv/dXDWyVuGn+6zhp7WpAuojqPCzOOM+8QsTML/nJQejVc3WNI9bSPceoLEG/5U6B6j9lmcMJ+CJydEaiE/zH8KYljPR4XNxbfRSpv/NliePD7lraXQ5se9OsjrSYlZW7q+vVc4Af5vyn6+xKenj9ly6XNj/rH7pte11EOBXOGQG5v2UrPcKTx4/Zc/TeZGj+YfbdR547C1iv2Ty6JGGKXP01813gI+YqraPystk9ylSumCXP01/MN6BpVrZGkda+q59UpWRe6k8eH2RM/TeZGD+b8bqHObf6SsduUbPkqRhEfK34dASsPevspgg9wVy6dtujFx8/lXTH/clz9OpYurUt9lysT72pjIfzOr6qThH+5b8OlvSKPhc6vc/lOzWz3fm1NPJ/Z0Ei4DusBz8p27yE0j7T+zdeyC4eQsVnwEWfATTyX4bc2/1Jcxu26x7+E7TSPtb8NnMbV2kZaGwsrLuiz5TSC/DTzT1x2UuY0+Vk+6E0gvw2B7SLsJlwHUhYrKLO+6mkfZfhszH7eEB7fyVksosq6R9l+GsyNusv9k8277hY7StTSPsvw3WPISzb/UFisos+U0j7L8S25NP8wUlhs+UrPlJw8l+G+vZLfZYw5w7lGcn9amk/cLfhsKFj5kn9RUhJJ5/sppP3BbUhZOZJ/Upc1/t+FNJ+4Omnuks/Nd7I5r00y+4GhCz8x3lPnHuAmuQvSVXO9k+YD2KlZFLEKHMaUjI1Tv6Wk/sivCrMo8FRMwv9JViMpRakqjNt+goM3/6Z/IV1yFpSVXNN/oKDKP6T/ZWpFh2SVXN3/SU+YPBSpKTSUDKPBS5o9/wkRMFLCo91DmjwUcxvlXspJJQMgHY/VBkb4Kd/QmUlDnC+hQZGjur39FJpKszMHn8KJmZ7/YJ2lLSoqn5ht7tcP3QZ2eHfhWp+lpca8KKq57P834S57P8AN+EqSliRVPzDN/S78KJ1IA2jcf2V1n6KXlRKzfMy/wDyR/8AUf8AZL5mTf8Agj/6j/srrkNBUfZZvmZL3ibXiz/sgah3eL8H/wBLWsjSks3zBv8A8e31QdQe0X5P+ylSNKiVlOomv/xtr7p/MOr/AMf7/wDpNckaFFZ+e6z/AA9vqgzntGfyrUqvSWfnyV/4x+SomWb+hv7prK9NKgqTLJ2YP3QJX36mfgprKdLeySrMh7Md+QnzG+HfhO1pJRRmzz+yiXs9/wAJ2V5MqJS5jewP4Uc/8h/ZOyoS+yShzD/Qfyo8w92furUlLFFR5h/p/dRMh/o/dSpSk0Ksyj+g/lCVP0vTsfLnsCn8ufBXY+XtP5dcfWn7ddYcX5f/AJSfy/uu2ID4RyCf/sp60mkOJyCpcj3XaGmPhP5dPWlNIcQQE9D+yYgPldrkFPkHwnryaQ4ogP8AV+yfId/wLtjTnwE/lyE9eTSHD5BHfdMQnz+y7fIPhMQHwp60r6cOJyXf1J8k+V2/l/on8v8ARPXk0hxOQfKOT/mXb+XN3QUuSfA/CetkenDicg+Ucg+V2+R7BSGnB7D8KevJ6cOHyCelo5Pkld06aug/ZHy/s1PXk9OHE5A8n8o5I9/yu38sL7JjTiug/CetK6Q4vy++1/lHIPe13BpgO37I+Wvsp60npw4ny58lS5B7hdr5UeEfK+ynrSenDjcnwjk+bXbGk9kfKf5R+FPW8mnhxeT9Ucr6rtfKHwn8mf6Qr6pp4cXk/VHK+q7g0fkBS+Sap6/k9NweVXlHK+v4XfGjb5KPkme6nr+T03B5XsUuUfBXoPkgl8lXSvwnreT0/Dgco+6kIXHcArufKHwEvlT4T1vMHpx9OJyj3BCBEfC7fyjvCZ0ncp6xpDiCJ22xQInLtHSAlHynhPW8mkOLyz4UuW7/AIF1/lSO1p8h13X7J60mkOPyneyOU72XY5BPVL5ceFPWn7NIcjlORynLrnTj2/CPlwL3Ket5XRyeU5HLPhdXkD/gSMI8D8K+rKaQ5fLcmI3eF0+Q3vf2CXIF7KerP2aQ5nLPslgfK6fIPYI5Lk9XyaObgUYH2XQ5BJ6I5BV9TyaMGBSwK6PJclyXdU9TyunhgwKXLK3mN5O+6Rhce6bz9poxcs+EuWe63cl19UjC7yU3n7NGPAlLA+Fs5JT5B903n7NGLApYHwt3IPunynjoSnqT9mjBgUYHwtvId7oELvdPU8mjHy3eEsD4WwwuS5BV9Q18MeBRgVs+Xcn8u5T1PJp4YsCkWrbyD4RyvZX1DVixKeB67LYYhvsUuUU9STWGPAlGJWvllLluTfymsfTLiUYFaTG42lyne6u5UM2BRjsr+SUjAm3lNVNe4Uab/UFfyCjkH3TbytM5xHcKvILZyEcn2TeTWGPIJFzVsMHXZL5c+E3NYYr8BRJPhb+R7I5CeoukOfRPdMtPlb/l7SOnPhTfyusOfR8pUV0flz4S+XVjk8msOf6kb+Fv5CiYD4VjklNWFOm9yVsOnKj8ufCu/k18MpDP6j+EiG/1fstfIcE+UfCbz9mvhh2Qa/pW0w2P0qBgPhXc0hjq+ifLcetLQYCnyXe6bz9msfTLy3Duo0tZhd7qPy5vum0/7jWPpl79kjQ6gLSdMUfKu91d6+TXwxlzf6FAub4W46Q+EvlT4T1PJr4YbZfQqJeOzVv+UPhI6U+FfUj7NfDnEuS3XR+Wd4S+Wcm/k18Obuij4XROmd4UflnHspv5NfDD06p5NA8/Za/lXeEvlD4V9Tya+GDmD+gfdQMn+ULo/KHwkdIU9TyaOfzf8ir5nW2rpnSHwofKeyeoaOaZCOgUOY+//S6nym6idGfCeoauSeYe6F1DpD4Qm8/Zr4fQ+QPCfy48LbinS8W0utMPy48J/Ljwt1Ir2U3kqGPkBP5ceFrpPFTaTWGPkBPkDwtlIoJtJrDHyR4CfK9lsoIV2KY+R7J8gey1UnQU2kpk5A8J8kLXSdJtJUMnJHhHIC14opNpKZeQE+QPC00nslyUzCAKQgHhXhSCkzK0oELfCOQFp6pqbSVDNyGqQgC0JgKXJUKBC3wpckeFcKUlNpWoZuSPCOSFqpNTZaZeUPCfKC00PKKTZKUckI5Q8LQnSbFM3KHhPkhaEJclM/JCOSFpQlyUzCII5QWikUlyUz8oJcoLTQQQpclM3KCiYgtairclMvK9kuSFqr6IIS5KZeSEGELTSRCXJTIYglyh4WukqVuUZOUEuSFrpKk2kpk5I8IMPstVJEJtJTLyt0uWtSVFWymbl79ExGPCvpKkuBTy2+EuW1X0lQToU4N8JctqvpFBLGblt8JcseFqpLFW0ZuX7ILB4WjFKkspQWDwjl+yvpFJZTPy0cpaKQQllQz8oI5IV9FG6XJSjl0gxlXoS5KZuUPCXKC1JUrclM3JCOS3wtVJUm0lQzcloQYgtNJUm0lQy8kI5Q8LVilXurtJUM3KCOSFopNLkqGXkjwlyB4WzZGxTaSmPkjwlyR4WyglQTeSoY+SPCOSPC2UFGldjWGXkjwlyQtmKVJsawyGFR5W620lSblMfKS5QWshRV2GXlDwjlDwtKVBWymflDwlyR4WmkUpYy8oeEuSPC19FFLWmXkBLkBbKCNld5SmLkBLkALdskaTeSmHkBHJ9lssKNhW5Gbkt8J8lqvvdFqXKs5gb4RyG+FotIn3UuRnMAHZR5A8LRfuolw7KxMijkDwlyG77K7JK/da7TpnMQHZVcoeFs690YpYx8oeEuUB2WstSxVtO2Xljwlywey1YoxS4O2QxBQ5I8LbijFWJGLkjwkYR4W7FKktKlgMA8IW7FCbLUvSoStFrzdtJIUbRadiSf3UL3RaCaLULTtWhK0rUU0EgpKu0wVBZSOihaLQtO0rULQqJ2moo2UEk1FCCd7phygmgsBUgQqSnalC7ZNU5KWSlSq1K1XklkrQuyRfuqrTBShbaLULRagsCkq7TBUmBOk1C0WipJ2Aq7SyRFloULTtBL2SUbCCVFSUSkSokpSJWlahaLQtIpHuki0AlaiSoFyVItsJEhUlyLSi1qSgXKOadraxH3VOaMkqRaokqsuUC4rUQi7JK/dUWnZVpF2X1SsqrIoyKULbSyKryKdoJ2UWq7RaonkjKlCykgszCL/vX3XE4/xVvB+B8R4iXBvIhJYS3Icx3pYKIIsnpe1r5D8J/H+k0MsjeITP1EWpqWWdpykdMRu6qHbY3v0XPLkxxyiJ+flYiZiX2PjHHeFcFgjn4hqeU2R+MTQwve9wq8Wt7C9z0C6cUrJWRyRkua9oc00QS1wsGl+Zvij4o4j8ROgEmg0/Kic4RckU4skIBD3ucSPJHtalD8VfEghZpZuKa+FkDByQx7A0ANADCa6ACqOy8+X5nHEz84+G445mn6accSQQQR2Oyjla/NOk+N/ifRad8EM7+QNM6KKKQZloINFrh0e3tv1X134T+L9BxfS6bTzaqT/qJ5geyUVzMN7YaG1Vsd114/yOPOaj3TLCYe5tLJV5JZL0U5rsksiqck7Si1uRStV2jJKLTtLJQtK1YE8kZqtK/dXoXZCuqWQVVpX7pR2vDglkqbRaUWvyTyCz5IyU1W1+SiXKrJRy901LXEqNqolF7q0iy0rVeSWStCy0rVeSVq0LSVDJQyRaCeSWShaVlUXZJFyqu0WoqRKVpbI6ogspWfKD9UiUsKz5S3TtRtWyvI3Qiwi7SyoKlKkWi0s6NCVpE9QopkhJRJUbVJWbJWo2VGygmhQvdO/dQS2SUbRaBlCiShUt37QlaO6x0JItRTUEghRTCgkhRRaWJWhJCBpqNpqWGi0kkspJNJNLEkJJWotJWmooQSTtQTtVErTChad7qCaNlG0rKKn1Qo2mpZSSdqOyfZLEvCYVadoUsBTtV2naWLLSy2VdpXaCeSdqsKVpJSy0Wq7TtQWWkSqy5K0VK0rUbKVoiVotRRaCRKRKhay6rV6fSwSTzytjjYLc53+g7/ZBpc5V52vE63400hkfDoGmR4aSZpQWRtruB1PsvKnjPxBqo3Rx6yXlucCCJAH312/moe3dYy5MMWowmX0LivH9FwyWOOZkr3ODXENA9LXdD6uv0C2T8X4Vpz/G4jpmGr9T6NVldeKXw1zNXxDV4OldLMWOcXTOP6YRZOTuwCnFwh0sLidaImx6Ns8kh0sxIZKC6gBbrqj91wz/ACa9sbbjimX2t/HOCsYHu4ro8TQsSh36umzbK8/xn/ED4T4RKyKfiLZpHfy6bGUNv+p9hoPtdrwg+F+Fza9ul+a1EUksWqMgfHi/+DgRM14O2QkBAq+xXV4P8KQ8G4pG9kp1kR0znudqYWyjmukdkRVtFt6g9Nlxn83Ov6YifhuODysk/wAWOF+l0PB9W6MgjKSaNjsu1BoIo+btZpP8WYmx3/0MgnKr1RrboScOixfHfC/hnT8C1Goh4XpHal08DZZoMWOjyfRkOBqiBiR0teS4meBab4a1ek0+lll4j83M1j6jY5pdbHNcWvdcbANuzidliPyOfKpjP3mvb2anixi7ewi/xW1crcmcH0rvYSvv+y7Wi/xO4dIP/jOHTQXIGtdFIJm0e7sg0rzmo+I/hjh2l002h4VBqNVHp4Q1x0rWTM5bAy3mz0om63BXnuGjQ8W0z8fhzVajlRtgrhoaxzw+/wCLO0ghzh2qgs/6nnib36+piD0cf+H1jSfHGm1/FNPotJwzVyNkIDpDs5tktvEA+kGgST9F7GGVk7HPidm1sjmEjs9hpzT4IPUL8zO4Z8T8Lhlk1HD9TpIy4QnVvaIyxtg7u3LAaG9b0tejl+IJNeDBr2GV0kkrJPncAZS7E2C12Rrcf5V24/zM9v5RtHiumcuGK66fpIW4gN3JNADeys+m1MOrY5+neJGNe9mTdwTHsSPIHkL5Lxjj/wAb/C/DY38QfptYzUl8HN5hEuneG9Q5lduhqrXy2DXcR1OEkc8sj2BzcHSEBrXNDS9gvrQ9Q7r0f6vComI6cvSmJqX6ya9MuC+V8M+PWQ8N0TOJB0mqY14neZC98gZZLxTe+wsrHxT/ABR0/wAuBw2OMSOEw5s4tjcXDAhpLbybZ9jtS6evxVe39oZ0y+n17Kys/ENfBw6FsupOIc9rQDsaJ3cb6NaNyV8Fd/iL8QaqAQwa2IB5HNn+VZz2ZdQKOIb42J914Sbimo1epklm50rnOhY2WWR3pxcDj6jYaa6Lln+XjX8Im/LUcc/L7Lrv8T9dzpxw/gMb4CHiCaWZ2TqupHMaNmkCw3r0Xm9X/ij8UQNiIZo/U8XjpQ6r6Nxcb38+V4KTVxOa0hpczmVfQ9LFjbYA/ZZH6huJw51mpAWuBOBO7bNk7LyTz8uU/wBUx+nTTGPh6jiHHNTxZ+eu1c8rsSWxvfbGgmxgG0AAfPRcUsja2QaZz42PjcCY6aLO2RB3BNLA+eT5cCGU/oc7F4oEEi227vV0KVcPFI5gWzFjS3K23uN6q+q5T6neVzP7lqK9qpsdBJosnkOkjcLErGl7SehyobO6GvddF7xgw8z9bg5pyLHMp2/YgjpYKmJtWIjhEOU9zXMdi3EuF+myQPus/qjkkY8xsdkQYwwW11dNsgAueXfddtU0vkrksljYWCyHCxt7Vtv/AGX0v4C4jDNP8s+IyP04lliecf4OdMkFdbdfXxsvC8K0mgD9Q7VT6SbTcotkgdqPl3lzqwkaXAgFnWgRa1aabi/w7xlzn6ePUYQkucw5Nn036XPaegFN/UOi53OMxlj1MS3EfftL9FkOA6Grq6UbXzT/ALt0kfxHztZqRDpojJB+t7mt072h7JXhthzrIuu69BwH4n03FZZ9O90Mc4flCxrwRLG4FwDP6nMA9X7L73H+Rx5xHfu8WWExNU9XadqqylkV3YX2lkqskZKLSeSYcq7StUXWi1SHFPJBO0WoWlaCd9UrUL90ZK2UlaSjaLVtDtK0r91E2rZSWSMlAlRtBbki1XaLQTvolajaRKCWSAVWnaCZKiSoF2yWSCdoLlVaMlaF1p2qb8IyUoXFyharyKVpQstK1C0EqiVpWo2laC29kWq7SyQWWlkq8lHJBbfui/dZy9LmFWpLaCVAlUGRGWyVIvtPJUByMgpQvtFqnJBclC0uQqM0JS9PUJpIXFTQhBSwJ2o2naWGhK0Wlh7p3skj7IGhJCBppBNQpJPwopopoSSKgl0StRTtUSQootS0pNFqKLSyk0krTtLEkWo30TUU07USfKFLFiEgkaUsSTVdp2liVotRtJWxO0WoWlaCxFhVZIyQWWi1XadqidpWoEqJcoLLUS5VFyqfIArEIWq1TNNp5p32WxsLiAQCa7C+5Xls38T5Gpl0kjXYENje24wHCvST1B8qz4gIfptOXC2s1LXOHYiq3XE41qdVzRC2YBuNnAVfXr1PTsuHNOU1jDrxxHvLx2rlk0kuqIYOYWu5gFEEdx43ql9K0Gm05IfCyMy6iBozwAaQW7U0dG+roOq+Ra2GV2oq6ab3uhtvVL6VwZ+r1PAgTM3mN08unaGMogxRljepN2KXm/Iusa+6d+Opt8T1U4bxLT/Nyufp2TNje0OcQyIP9QZuaFdAvt/DGytEbWQCnsEjJI5adyw7+GQMOzeoJXxLiGjZnjI5xyabI7GtiKX3rRwE6eJ5a8ufFDKCaNuezIiwL27BcvyPbFvj95cniHzQ49omQT4aiUOa4jAjGEFr9ng/qyFmqsBcbivBnHiun03EuL6yX/8ACJ54Y4zFEQzTu9TXmNrQ67J6dBS6+uk00PxNoNRLKxrItBqmO5jwGtfK5jt76CgavuFz/iniXCYOMcH1h18cAPCuJaV7wLYxs0Z5TyWg2HPcR36Lzx3URPerp5r5ZOG/AkTuLwyx6uVuhjkZcAiZHbXUcAQT0rckb9t14DhPD+E8S+ItNw/VSSudLxLWQ6kzEubhCHGPa207atl9k0fxHwrWcBbqYZ5s9VHUbNPEZJmPxwJa1g6s670vz+9uo+HuN6iLF8r7uCeSJzCXRyB7JW2cgTjR33XXh7377pnOOo/b6r8P6DgUzOD6z5DRh0OjYHSGMN/jROLRL+qnWWEOab7FQ4n8RcA0Wse/QafS/NPm5mokY1g9RlOxc1tPDRtQO3RbOBQSaWbUSS8JGmhMGnbIwPY12mmYwiVrmG8jJmH2N6O66Oi4RpZeITapnCeGMaNfqdNTIOW44ktyGO3qb1PY7rhnP8s7v2+PZ0iP441ERMuBxr420r+Da2DRws1WoeeXGw02MFwNOcD+oDsK3XwbSarXjicEkQi00/zHMZI9ojjZI03ZvYDz2X38fD/w6/iOo02s1c8jNHAZ+UXtb8uHOdFyC4HagA7fyvi/G4NPBrxpmvdINNPPC+Uvc4vIkO+4FU0Ae53Xp/GqpxiPeLm3DmuZiXv/AIr4nxfifAuHt1uikjrWRu1M7wwRNfTgGxFhJcHEm9tui87w6CCVsUejic+V5Eb4z1yeSQYjViuy+rfCXBxP8OcKOtdHqY3w5sc4lr4WSAsc1pN7jf1eSuVwP4dn4K/ikuk4pzJtHNEwQCMuDg1vNeAXblxYRiB1Oy5TOMxljEVU/wDbU43OOU/MPn2pndi4CZr3MlJuJxcHAGrBFda37Lz2u1wc0NlkvPFronHa6oPDqOw8r7F8b6DQS6XTcXggdBOZjDrOWfS7mttryHV6rFdrvdfMuISsPz+kjmdq9O3UVE0tdGTsKcGgnG76XSvHMbR9OeeMw8+dVAWycqQsDXMZGNziMrIJAF3uVuc4HVSNe+KKWYCjfNfbT1Ib3N1RFlXfMP0knKhhj0sbtTp3SY5A5MBxc0bv3vcDuvY/CXFJ/wDuCN7WaiSLUAsALGsAka4nOQuBdQNk0dl2zmIxmfDOMXMRbyPGNLq+CyRGZhcJ4nckOYWNka04iT1b0aFfhYdANRytMGCp2yx1gwh4a5wJoDe9jsF7P4i0PFviTiWo1PyRYGlunjPMaG8try0Bpd/M8ntuSszPh/ifAeI6ac8R08b9KxutgLI5JC+RkgYYsSP1G7o9t1jGcYwxutvlucJnKaun0HgnD4zrOLcQ5Wp4fFoeKaiOPTTNLTDp4NOHR5Fxc63Dd++/ZYPhH4jfxr4o4uyaTUP0+oid8tHK1heI27kPLW3dbjewuu7hc07dRCNRq44ONFztQGGnsjdE0ljS8EYkGgHVQBpeB4HwbR8D+MZNJNq9RqXRyxsyaOUCNRCHtcRdgtc7cDsFmM8Zx5J7uunScJxnCJqvmX0bUcD4dw5nB454JXtGskjD5JnR/wAJ5LshZIplN2+5XyXiem0b9fxGPS8Uk1R08rsZDGDzN8SC4EAH3PUjZfROJwfDT9ANRrNfI4ayCWXh7pGu1D9Oab/CYzKjeXfexudlm4Zq3cO4vqw3h2o1EE7dOdLqY9MJTygwF0dtaf0u2cDuNlxwj3mZ7pc4xmYiPbw+fs4fxmN0z26WcOgxE2LXZNDvTZDQdu67sf8A3FpI4eJScNdNpopnMjkxa9lyinNc0fyvy3aR1XuuOcb4s7VSnhehnkZ/0+KaXVFryWNy5WTIxXqabFb2qxwj4tfpZ9GeJxSN+Y08jzqsnCaN5D2DFozaW0Nrrcgq31cwmkXMRMvB8W4tpNVJJrIItS2aRx5jHEcprQ1rGYbWC4D1Dp4XJ4VqHaV+nkgkY6aJ3MaXEkNdWxJNdCey9xr/AIb0uh+IoNFHroNLDMxkzRCCHR5uMdBkhOQDm312teH4/pJ+D8a1mjJyEUzhk1oa0BzQ8bAkbX222WomLicf334cs8Z7mX2V/wAfaf8A60YDA0aJsUbpZ7OTXPaC53gsaTTa3cvaabX6LVRwP0+qikbNHzIy1wJLdt/3ql+XHlz4i9rQKBc2tg29wSuhwbjU3DJNJO1rXTRPzYHMpg3JIJH9Qs/Ve7i/My72i4v/AA4ZccfD9O5J5LjcP41wziLpGaTUtc+NrHSREFrmZgOA361dGu66YcvoxlGUXE3DkvySyVOSeSqLb90Wq8kskuRbki1VkkXoLC5RsqvJGS0LcuiCVVZQHILrUbUbRagdoKjfskSrYlaL91FJLE7SJUSUiVehO0r8qAQloaiSmVWVYm1GXunkoEqNqotyCdqm0w5KFtlK1XkjJBZaFC1HJQWWlarySDlVW5KJKrLtlElEW2oEqGaiXqwAn3SVZKLWrZTtSDlTadodrrSyUL2UbCirA5FhV37otC5SJQlaEV7BCVoteds0IQgE0k0QbppJqKaEkWohoR90ItBSUQmgdp2ootCkrSStBUKFp2ootUO0JItFMJ2ooUE7KLULTUE7TBULTBQSTtQtGSgstIlV2UWgnfRO1C0rQWX7oJVdpWgmSlahaLVQ7TBUCVHJUW2jJVZIyQTtRLlWXKl8iC10nusz3WoZqiWZjGlznADyVfZHM436tC41eMjD9N6XI4rDI3V5ODQC0bN6CtqU+I8SE7XwshJB2LnbdR1FJa+eSXTRSShjXg0cTsRVrzcs/wA4p1w/peW1unBbdb3svV/DNjhMln/x6o/hwHdeXmlD79lLhvEGaY62HUuIhkiBNDfJvSvcrhzxeHTrxz/J5jjLMNbNHTiY55BZ2/ST/cBfVeASyS8G4XpJC8uZpg17Ts5zQ4tB27UvkOul12s4lNK5r35vzEhoEg/Ta6XrB8QaaPScLDIS7UabTNYRZaMozsOvTva4ctZRi3jlETL3ughki1+uY4Rsdkx4DAP0OAxAJokGjfhYuIP0Ukz+DyPYBJo9RK17qxD3SDEb+D6l4n/ufiUv8Z2GbmCPZtAU7IGieo6Lh6jWajUvc+Z7nPFbncVfQePovLMVldezp6sVXu9d8CajA67TyTAtjkBawmnMz3OP+Ukbjyvnnx5qZNXxuSQhrhpniFgF/oaS71V3Jeb8L0fw5q49BxZuoc3Fr4zHIaJph3H4rqrvi1vw9xMHUw6vl6skAgsdy5cfTYvcHpv+V1w5Yjk76uEu8XY0nG+HyvOo5rMDp45NWxzQ4v5DHEva/YF7QA1wNHorZdVrouF8K0mk1uj4bLrWvBkeXRBrRBmXtAoBxBous05fOWjXcgaYzsdGXNY90bAQ5lHZxIBIFmrUNUzWThjJXOkaAQxjzm1nc430BXLOInKoX1YiKr4dk/DXwtHpBq5+NTOYDcwbTmPfliGgEZAF17kFeM+KNPBxPjmom0mpBZLQha9vL2YxraFdhVAndR1Zl07JGOIdgBiSCfV5Hg10XPj1M5kjZDC8MdJk3I16d9qNb7reE82P8omqjpyzzvqoh9s+AuOcG0fw5Fp9brIdNqdNzmyQzuILnFxeAyv1B1gUF844NxjiLXcZk1sswn12o5hDHBu7vVkDRLQzx3Gy8/q5Xgy4uppk/Te9j07e5pc/RuLnAkAOaRvdOaTt9Ta1G+ueVR33KTnPXh9K+IfjrRcX0E3D4NC+CR2sjc6WZ4LeXGS4ekDZxJHsAvA6tuphOm1bWsbTA2RhfQpp2N9aXIlkc3iUhAByNOyNB2242telpjtLRjEvVpYXNs/fcWFa9OcKjqY+UnKc57Y5NLxLWa4/KaZ72sDXubEHPwBIIDnHashsfOy38O+INQRBH8ni7TGZseoc1xe3ndRQIoAmxf8ANusD+JvEmELZWlwMMhYS0Op2VH7ix4Ku4xxTUF7dRMx7pRVZPxDTZ3IAs3ZvwtzMTWM41NdETXy16rhWv02kjll1ulI1FSRMaS50jZI2uEh7ZVtZ6ELscR1ml1MPCHxcRdNN8q1kkT3W6EC2+sjq80CfqvCT69+pe6QycybE3JW2wsfq6fRdONkb2Pk+VZDLE01jicy0UW+5PZc+SOo2j3WM6unrR8a6qDWTahmmZJpObEOTI0vkDWMLc2uYW+p3/wBNELxB4s6X57VO08fOllkkcC3Ykm/SDdAV0tadPpNSNPjD6ZsqGxGJvqB79ly4uF60OMD3Na0G3tyJNA0Xge63hhhMTdRMTH+Eyzzmu3rdTxePU6Th+Grgc6JhDI9PEYOW4UcpBVEu36Htav4XxabQsAMOZ+fbqGvzLBzHMwLW7bZdfsvMQ8JfA7PnBzCwElp6Wetb2PJXRZHOGMa5zWAtzH8zXFrgelXeyufHFzOMxU+5GeV29g7iXxAeJOOk07i7U6Z8DZOfCQYWl84/htospriXD7pw6z4v/wCpZ/xC+eFkb4mtqJ8DgS0W01Qv9V2BuvCjWSxEXyaMUzGuaC57WytMbgT4INFd3Sa7VZ6d3MccGD1NJYaAxaBv+ApyYTHHEzHw1GcX7y+rfE8fDNPwyQ6pscHE36AwaFrW5GI7yAMd/LRdWXcL5XxfjkfHtbqOKtg+WbJFCHgkOAfE0Mc6z2cV19ZxBsj4o3vfLqHRBxfqJeY9zXCw5rQA0O7eVw9Y3TQ8sMdOKjxmEjWBokb6iWsaLAs1vvYXHDC8P+Yb5ZufBwlrWS5UQHFrwP0kVfUdFx/leTUDnSFscpc1+NHGzQ+pXThEb545WyNIxpz29SK6ECt9lZqGT7iN4dHdkdKHkl3QD2VxiYyn4txmbXcI1+o4bxLT6uLl3GCGh9+pveq6Eg9V9i4T8W6DiBkEgGneZI2xxudkfWKNnYUHbWvjcmmLooCHPa6jmQCbHb7b/dEcmMrHNp0bayvqD0G3hezgz5MajGevmHPKI+X6L5jQ4NLhZuhfWuv4Usl8l0XGdXGwkSPc1rnOjBdYDiKuj37ler03G3zT6bNwaN2PYAcev6yf7L6OPJt8U5U9fl7hGawfNxXWbbsD7lTL7XWItm2syAFGd91jzJTzWtS2nNAf7rPkjJKRqD0B3hZMynmlLbZadrMJFLmClmlackrtZi8JiQJUi+6QT1VOYTzCkCWRSyVZeo5ELVC+wnksvMRzFaGm1ElVB3ugu91OxIlRJVRf1UcluEWFyWSqySyVLW5dFIOVOSMtlBfkolypL1WX+6o0FyWXRZs080oabtRLlVmoOf7oG56Wd91SXWo2VqopF5cgOVOSdp0q7JSBVAKeXVQpotJVZe6M/dRaWWjJVZIJVFlhCqyQoPbpoSXnaSCaSEsNCE0AnaSFA/KKSukWgdoUbRaip2hRtCJSSEkIppWmkVAItRtK1RO0Woo3QSRaii0ErTUUWoJJ2oJ2UoNCjaVoJ2lagXJWgttK1XaMlBZko2oEpWgladqu0i5VKWEqBcoE7KBdaWLS5RL1SXBUPnjaaLwEsaHP91Q5191il1kbehs+y5fzMri4ZfVLob9XO0Mprwd915/W6qR5N2SpyyOs+VgeHPa4k2ueWU/CxEM5mddvbt1PuoTSSyPaXkuFfYK2aGSh6b2/spRCw0FnnquGWMz+2olizIybi3btS5mr05fJkBTRsT9V6QaYEvNVe6t+WNVQo9vosxjla28kNCyJpLQ76F1ql2kBcCCSfH+n+y9FJp3ZEBqziAg3jsfKvp4lvP6vR8uMENdu4n36LHpgd2Obd3dFewkibyxkwnfuuVLC6Omg0L69KFrnlxxOMxSxLlzaSWdoDZHgNcaB3uuyynRSPDXuaLG1O61VUvQEvxvzX3WiNgIN0bXKOPqGtnnG6F7IQ2g5/S/I/wCH7LMIZWSEuaR0AAbdADsvXmJoBob1QXLfp5MibI6qenMRM1drcPOcTjgkjnIFlrOtdN15lvKawNMd7+ok3Yr32XtpNO0uyIxyGJrpt5XD1HCHNBMQcTv6e6mNd45f2RyjAJ42RujBINtsWL7AjuFi0+nMMsMjmFlgi+oFb2AN67broQM1bXEujdQ232H3uludEHyiSOR8WIIJNUR3F9QVj+WOU4/Cw4k+kdI9kkTQcy0kbtoub/uFpieYI7n2dfSv1GvItbHaqCaOn+pl2HWe3gjurWNikc8GPY1Xj0m73Wp/piJiRyIY9CZM2A5uktwc6yAdth3N7qevGsDXviIF+oNxuvufsU5YNKI4tQ1jmyYloDaA/HsrGOdJEwtA9O9328H7rUx3GUd/HaOOJ4pHy3E1rjKAchRbfff7ron1lwcwD12CB19N/hS1elbI+KbAh94vo3YBut1tgik58b3WGkbUdrBtJi4isfjss2AxudzGNLTFYPYkgH1eAlqNMCxzjE5kgAbGbsFu57+f3WkxvMjrrHHv7qtxdp3xWC7lkYY1YvtuD06q44z1UdliFjXx5ROILCXUa71Y9v8ARdKd/M0kTZ4zzYyDzWOoOA7O89bB2roqdOwH1Vv0voSO1hb8W4kFu1bhdfTm7mGdqtwZRppnO9ALtyQ6x28jqto07Oex7WtaXtFnYAnqNlobpY2GQtZs4X9+qyfMFxFAAHr7LU4X7XVJbozuEr4QHZtYzEAsb+k7EefcLFLE6cPEhOQAyN9dqs/7rRp4WyYCqvptW66B09Ppu5AojuaWI44iYj6b3mXnINGyDJ3qILrIBvvsusGwyPc5jnjI4tYQCNhV2P8AULps0n8T+GQ0ijXTY9luGnEm7gb83Q6eF0ni2pm4cvSQtcwxYGMxnZ15DIHv3UYuHDnTdTm/cdt6XoBp8jYjx33okfX8q+PTHIWNl34uHXK4Yyyti0+lDKFdB18rqMiaDYWhsIAA9lZy9l6YwcrNjqo9xS7UGoD2i3AmrPZcYM8KxmTei6QO+JFPJcuKYnYrUHraNWSeSzZozVpOmjIWpZLLkmHJQ05ozPlZi+u6gZQN+wBJ+yUrXmkXrBFqWSxtkadj22sb1R91MvSItGwSUp5+VytRqmwaeed5pscbnE9tun5KxcP4wzVyywuiLJGl1Ucg5rdiQfr0UynGJiJ95WO4eiL0ZrLmpZhWYWFxJSyVWd0ol9Nc4mmtBLiegA8lSkpdnSDJ/Zc6bW6eHT/MySAQ0w5gZCn9Dt2/0Xy/4g+OmudHDo4pAwBsjnvOIJG2Poux7hYz5MMI7mPELEW+wZJF6+Ns/wAQOLxNgilh0b5HermlrhbQao04Dfypy/HvF3R8yPT6cDYtYwE3e1EuJXH/AFXFFe9z8U1GEvsGZvZcDi3xFo+G00gzSZNBYwgUD1JO428LzfCvjKORsj+IyMiJ0zSyh6TIwEEAeXHyvlnGOPajiWsfqJYYonvDbhbdNIbWRB6E1ZTP8nHS8PeVjHvt9d/740QDjyJLIsMJB79Qdu3Zdbh3xLo9XDM+Ys0xj3Ie67b0vb3XwqLiRcA2XYl9AEdq6fRduHUtzZVOewZXV79tgvLH5fJjlFt+nEx0+x8Z4m7QaTONuUjzjH3aDXUkX9h3VPB+JO1mkHOlY+aP0yOb0duaO30XyaTWB4haSBhHgCCDjkcgLN+Vu0HEtTAx/wAlq2tLm10Fmj5P9l6I/LxnOO2Zwmn1/Ou6Ob7r5yPiWd2iMc7XmYuAD20AWjrZ834WrScd1DabKQ/xYDfyV6vVwmYc6l70PQX2uHo+ItmAY6xIBZFbEddlodr9M2YQumaHkkUfb/7rdx7o6dqSzB6nmrIttFqrNGSirck7WcyNbWTgL6AkA7oEjXNa4EEEAgg2CD3QaMkAqnNLJFX5dEi5UF6iXIicszIo3PdeLQSaF7BC8F8RcaayPi/DJOcJdSwt01bbhgdQJoUSELGWcRNNRD9AISQuCpIUUWi0mhRBRaCQKFG0WoJWi1G0rQT+6LULTtBJO1AFFqCadqFotLE7USo2i0AUWo2UWlidp3sq7UgUE0krSu1RJCjaLQStFqNlK0EiVFIlK0RK0rUUrQStK1HJRJUoTtIlQ3StVU7SLlAlRLlETJVT5A3qUi49lQ8ZXuoQUkoLSGnfyuVIHuk3J3IW8sN90uVZ6KKxug8Wq/l97XSDTVKWG24Qcd2lt1hZ3aSrGJXcwAKbmtI6KTCODyaG6GQEuPp2tdkRBWNi3FhNRgZB7fspOhaey6oi26KD4duiV4VxHaez2pSfC2QBpZ0biPsuk6KioiPfupOMES48mhbXRc/UaDLsF6p0Y6qPIa4b0pOMLEvGx8OaW4kABaRoWjuvRfLtBtBiHYLGjVvNu0Quw3p4WZ+mGXTsvUPgBWKaD2ScOkt5V+nZZBZQ+nVc6fTAWcQQRW/uvTzRnwsMsLSKpc8sYn4at5KTTB5sHajsd/7rA/RiTmMe3JrtiCcbrZepdpi07eeqomg9NtaS4dFy9O5lq3h36CJjXCmxk+xJ3HVa2QiIADJw269//sV2Dw6Rxe5/iqPU0mzQvYLO+3S0y48p6tLean00YdUcTBibdkDW/cdqRDAOXICAABtW+wNr0B0k0e/VtVsT0U/liRWPXpvf2tajiy1hmcocvRwMnccmisartS2fLGNxFAx/W9/dbIdI9hsd7u/qtggY6Mh3Um1uMJvwTLiyRNMg9IqrHfdE2hYW5hu/f/ddGOF1EZHG66rYyMAAdfst6VMUluZDowBsXbHY+ys5IFhzfouo1ndype1jpDVrrEV7syxCID9LRt+yk3Qxkm2Nr91sawNG3W+60FhLbHm0jG+z+7nx6FgkDx0Hb9lq5ZL3nt4VlusClaGu6la9P5mC17oA2Jr2va6xdDqFXDG5wujXkq2KBxIsbLe0Hpv9FrHEmUWNcNvHfytIA8IYwKdEbdF2xiIYm0UwkSldLSLEfZQv3Tv3VSUwd+qv5ppZbTs91RtbKD3U81gBpMvK1CN2aRk91gfO1jHOc6g0WSuM/jL7yDA2MON5dSD+n6KZZRjFz7EQ9HJOxjS57g0CrJ915XX8ZMsErGNpjzsb9WIIIK8/xj4olYBpGQCWVxYQ8EU1x3ALf+bqEUsL4uW+djpGtBpo6gemx7WO68XJ+ZhHJjhE+9txxzVu3wjXujl9Tncs0HBoHUdCfyvUz62KAkyuDWgEk/Tx5K+bQE8vOiaIPXpv/wClo1vFJtVHGwsjjDXXQN2NwDv0pdcObHGZxnKL+ITXw08Y10+vY9mbQwOsMBO9bb/bsufw7Uuj1LZZJ5Gm6GBo4VQBrt9FFjr2wAusvJtYNRp61eZeBeJ6dHDuF5898sp7/TcTHs9vxf400unjkGhj5821Fwxa2zvYPUjwuNwn4v1Onc//AKjPJPDTnZUM7IBvtbRWwXm9TADNJNWVtGXbYDHb6LNqS0McHNZ6h0Iuzeyxnzcu0Tt7LGMU9PN/iVI50jdJoY8nPDY+eTTbHVwbV+aXh9d8TcZ1rmP1HEXSNLDzIycGAgnam0AL6BYYtFqmzSNwDwBkC3YGjQB8H/RaNTDp43agCCN5wH8MMBI7E5Dfva58nNll1MzMN44uVBxjVMZPA6d5hnDGTHLFzms6D7LUZ9NqpmNMjwHMwY6g1oAPe6B9wqZNHJpYXNiAIe7I2GlwxNiiehHQrqQzzkacSgOY5ribANHp2FtJC58ucdT4WIYpxOZxGWvyYwYysbm075bexB3V+oFwRYSYOGNuNNuzR32Veuj1kErJBI98LmUAwltUaqutKl2q1cTOU3B8by5rmOIc4VVNI7HwpjMzGMxU/K172zfLzP5jhqmO8PBJBPg1/dWhmsc/l6ibJtOIt2IDmja7FnZdGN07IRLA+AskZk0G8rr1N22I9kpWQzXy42PkIoVfgVv1sLXqTNlMnybmOikbI6SJwDTXqLSPJrpvYQxg1Op/hOa8vugMmimjY2NrC6DdJMGxFpc1zTbnBxPpI6UgtvlxGEEC3mRnpoE0b+6kRNXNHSUenla3UOfLEzmNZ/5yGhzm7Ag+dlbog2GIOkja5/MxsSFwJBr8LJPHpzpWglrcaxPduxrEjY7DotrdVBE2GDlvcXvGB6UQACd/zS4bTXXvffX0rqafVRvc9uJa3MiibHqPlaYsHAgOIN72b+i81qOKQlzzFHkXZkXfqNmi2+wV2m4zDIz/AOX6Dbn7gV3Nb9V04/yM4/qxy92Zxifl6SLiE+lJFctwN51bhW+xVBnL5HPL2uLnEk2Dv1/O688zUuk1ch1AALQ4cs2LJHQkXu3yPurZm6UauR8khI5e7A4bkdK9u5td8/yc4ioiyOOJfSOG/ELXmKHVFjBgBzS7Zx23PYLZB8T8PdI6OcuhIIDSQXNPbctuqXznTyxyEsa4OLQCQBtVK97WuD6wL6NAkt3O9Ehezj55z4scor9S5zhWUw+pa3iml0bIHSysAmmiiYTdEymuoBHQXusmq49potC7UsNm2ACQhlF7qxcSdjt09wvl/E+I8W4vpXsdMBuGCEObm5pGGV7egnqXbhZ/+pv0nCp9HpdQHQujuWEBpkaWvPYg5Y1RcegohdJ5v8Umr3f/AFCPVz/MaZskkOplLCWjCVhe2hTcuv1PkBdTj/xC3gEGmc/RPlbJbA7mBgY4dniiao3YXx6P4ifpotLyHNa0ah0zGn1ujItu5JAt2V/YFHGeN6niOhGnEkUkMYaxp3cQGEkP9W7XOv1EfRZ9aNZ77XWbj6faI/iPhjtNFqJZeQyWcxxl+wc0n0yX0xI6nt3WfR8cl1Ori3hELmnJhexhjORDSXE+rJvQN7r4HpZXGA6f5osheA99i8Xi22AN+h3rsuxpuJ3rNLNIyKdrJCAZJCGAWGgkbuDabuCkfkTNXBq/Q+e1gghAOTgPJpeI4LxmfUanlzyNMZ9MUuRuRziCBTyAG+r00Lql6uKdjsHxva4WCC1wPv2XpxmJi4+2J93gOO/EEDp+G6rTPDpWNe2ZkgBidG4OFURYLw019kLzPHDBwj4ilh1elbqtJJpSGRNeY3Bjjmz1bm2EbX2QvHlleWV5V23GPXtb9dWhRtO1sO0Wo2i1BO0rUbR4+iCVotIIQStK0kIHaAUkWoHadqFotBO0rUfsi0oStBKjaVoJWo2khIgTtAKhaaqJ37otQtFoJ2i1G/dFoJWhRQSglajaRKEBaSEkQj9VFSKgUUWgkBVFyrJUVNzySkopoGUiladqBIr2Tron4VEaS6hWGlEhSUVht9lW8UrzsqnD2UUmi6VzW79FBv0V7aVpFgFAKLgnaEFJZ5CrworSokeygzlqQbSvpIhSYVTh5CWAVySDOWbdFlkjsUt5CpcEHGl0/sudLp/Zeie27WZ0IWZxtq3m3QtB6dFU6IvAsnbsu6/Tg9lUYApotuG+Da6A+izHS5G7JXoXaUHso/L9qVjBLcL5YEVSoOkI3DV6Ew0qnRHwtxjSOKITW/2VZjHSl13RKow2RsrEdo5gg3FABWCGvuupyPAVgg2ulrRLcV8RohUcknz+F3zCN6CpdELqk0LcZkLtrH7rXh4C2iMBPEDstRijGyCjutAYP3VwamGrUYwlpxEN2ApTbsdvKiAAEw6uitQWszoUFBziVEklVk+FROykHKp8kcbS+RwawVZ+prtfUleVPxFDLBA5zXRubqAH1+kmNpfiCdwCRRJHRc+Tn4+PqZ7ojGZevyRkuHwziTdUJIyH8xrnO3BIDHbjeu3RdXJa4uXHlwjLGepJipqV+QUrWfKgs8mpr9JC7XDNN5fXdY5dYxj6okdyubLqn2P4jLN1vV12WCUue4AbHspcT8pPTpO1zqkOxsbDqvIcZ1uDIII3Bsjy5wPQAj0i/reIPQXuu09pxDA6ySPdeC4nxMahhjcAwP2Y9gOTW2QciauyKrp3Xl/Iyj05iZ7meolvDuWmeeRxfPNlEQ54dG8hw/lPpLh7/Y7LYNc50srIqLGfqc67IaaN1X1vyvER66YtEZfIc2tc3cE9ACG9a/SOvhXsfFCGDnvja+MNkb1ORIskEeB38L5HJw3lOce/w9F9RD1E7tXP/EOofyWtxNNA9LmEFxqjYuxa3wMfpYYy6fKXmPY9oaAW4bknqQHHc3uV5LU8UlkEj9PFhHJIwMfQLyWNDaP232HVdaCVjI3tlaebduttkhwttXsTfdcc45ceOO+/ifmFirdt8wtxa4u2Fk7XtsTflYJZS00Xen/hXO1ErJInvLiWEmOrouDnW6+m9rVrCXRvkBPLjFusU4FpJs++4P0Xq4fzcojHHkw+Kv7lieOJupXQzvlmgDCwtmosvcbOu6JG391A6iLVah/87WPLSK2AAyu6H6l50a6RkjI2QNIFYFoNBhIO1dNgun8+yN2DL9cezow27rKyD/Te/svPn6tzMe8zPy6REJ6jTankOcZzjnRa3Y11+1ArHFow3TifN+YEgvfY03En2JNUu4ZNLLoRC4vyfKMy0Y4MA3rrZF9Fnbw58kTI8nhgdWON/qaBVg31FgLEfkZ6zEzVSute304Opjni1cUbS15Ldw7r6RW/0I2IVkE7HxOhIcH0bNUST7f6rocVieWseGucGymyHisXH+Vx6gkKOn00epjmfBGY3NcXta4kZxjbJpd4vbyF2x5YnjjaP3Plmu2abUu0+m5hJc0Ox3qnew/28LM/TQa1o1EMobKD6BWxI3okfsuk/iOn4dq3RaZ8EzJmFtSwOLfWBTqdt13B6hYH8SjjY54Y1jpOzWhoJA67Ha+y64RMR1j3/wCEtDLLWEGEU4ktFtq/1AdVbJDkDIJW3eQv2+nQnytcU2kl9QiY1s9EtZ0DXC++9g9FN8AheXPcMC0AG771X1vZeiMYv2/TFqrAAeJHgADI/wAu42srzHF5dSzWzASHFjWix/mF0fc7mlq1PF5tDxCZkLLjY/B7HjY0Kc2vBXBkc58r5HggPdtWwvr+1qT70sOjrAyRrdRH6QwRte0NBAu9xWwA6e6rm1Mzfl3NleOW0kECvV0NfRLSPBdDC5jC1zx1aauqFgV1WPlmTUujjbkMzTR4Hi1iIi+/hU49SwPDiLIyLS7sT0NBSbqRE8csBtE0Ru4GvPv3WV0BEjmAjtXnf/VF4NsOp1kEA77LWsI9CzWtkkJfbCb60Wty/lb0IWn5pkkbGOZiGEmnmwN7quhIvv5XBY8nAwytjsNsVXqHfa7Wt5a7SMfkABIGOYCaILbur9lznCGol1CYwIoy5xoB0eTwPT9Onbfyunqte/TtMjpRlyjZjYXBp6NDcj3/ALLzL9Y4/wAV8f64/TtsaO/Tp7LHq9cJAWRZBhAoOOVV4J3CvHtj1F0ZTE01a7jL9WHCSGLIuFuDetdK6V/qs0WtZ8kdKWgfxLDx1AIo79aPcLmdwne910XfaftmmlhjdKBI5wB2Lh6iT2NKqOaSPPFxp4p4sgEdaPsqybt2w36DZDuv472pYuEriN3kC9t/e7UmSsAp5dTgQ7EC+vQX+6zn0kgEEEf+1dE7TiUF7HFgeDjdHHvukSPRcB1rYZYWxue14OdNAL3zNB5eGxrHbqvtHC9VDJoNMWDEY4gONk4kjqayO3ZfD+HwsngZCGNcXyyNaAS1+RaN7qsa8nyvocLeI8Nhk1h0wDIoQHyHUmQyNa0W9gJIxsUP8q9vBMxE37OWbgfGMTP+rzTzB0WzQwW4tkaRXMGXUdiAhW/EnFeF8U4RpdSThqYp3MMY3IBBJab/AJT53ooXn5ajOaqWsfbt+skJWlsu6JWhRtFpQmEKFppSJWi1HyhSVTFIUb7JWlCVpWki0pLO0WklurQlaVpWklFpX7oUeyEoSRaSFaDRaSEpDQklagmi1FJFTtK1G0rUE790Wo7IQStK0lG0DJVbimVAoqopDdM9VFSUTTKiCmgSVplQ3ULTBTtVo3RVlpqAtSQIpBMpVaCXupAqCkERYE7SCdIFeyFOkuiKhXVIjqrColQV0kpEKNKCBVZVqgQoqhwVZaryFEhWBlLL7Kt0YWlxUFpGUsCiWLUQFEtWoGNzCqnMBW1zVUWq0lsRis9EuWAtmKgWrVIy4IpaCAqyFqklmIP7KtzVpLVBwVGRwUcfKuISpShClIBOkFaEa2UDd9EpJY48c3tbkSG2asgWQPOyZ2skOoda3Klx337e5TNq9TDpNM/UTuwiYWguondxDQNu5JWWPiWjkaCJgLidL6tvQ0ZE7+BuV4bUcQj1bdY6eN/M1UQGAc4YGN4cwUe7SNx9Vi4jp5HaSV0UzIzNK1ojadwwkncb7UDbe4C+Xyf/AEJx5cYiIq6yj5h1jj6l7Pj2v0w0mp0TdTjqpdOXxtbuT3Ad7OohfOpuNSzTgxPleNO1wJBGRblzA+t/WCTfgbLz3E9bJrOICZzi+ZrpWue4jCsi4YX0ADth22U+G6nOKTT4PcHC6DhYDTdWaq1PyM4z/nV9f8SuMU91oeKPkdDcrmRtkc+gLLqcCMjtu4divR6/i0bmSwxPxzcIucdw3mNBBoUbo9F4aOOOEFxETCyPJ7GW820dHADrR3PlWxcRhLgObIcpWvAI7gXe3UNAXz+Pn5uHfDii8Z+/jxDU445VM+72MfF4ZGiFp6SCNpu8g043t0AqlRruIMgqO2iR4ppP8pJDRYHuV4XW8RZomh7WjmyAg07Gmg3bQDtbt/dQ/wCqM1M8k8Wb9QZCcT+ouJy232FWK79l74/K5p4qi+6iJ+oY0jZ6HiGonfjKOxc0NPpDSCAQb89vur9JxAnW64vFslm5jAf1hrmg3v7Vt2XEk1kLotI1s7c+X+mwaYCSfqT0T1bDqNbFLp3u2jLHONjfEtJaT2sVa83F+XzY5YxnlMRd7fP925wxrr/D2Ekel1MDQ5/olaHBwfia/UHA+3VfNeKM1DpNRqXTHmxHlOaW1gQ6rI7Zddtt12OO6ku4Xo2PaCYwLMZLS3EFtVdEYjr1vdef0PN1TRHJJII3sa53McTzA1+zQ6th6T17r6H5PNjljjMT1HduWGMw4kfPmIEQcXNFbGgAN1thjl1DMWRvLi4PAO4Lmi3Ekm6or0On0On5jjpGuxbG9r73d+vIBo8jp9l0NVdemFxc39QLQLaRiSCD1o9u6+dn+XjExjGP7meq/btq42p0ZMcczHw7BrzQALrb4FX7LLwvXHl6iMhtPjANudZxIO130FldAcP1LeHtDSGjmgtaTYAN/UbVuPdcKXhWt07TMHspppxB/Td0TflXjywzxmMs49+iYn6aNTJANRzi/LmYSBwNOZveNWexH3W7S8VcRK0vLhynN9RtpAFixt9F5N7muILdt9h4TE0rXvNi3G3bCrH7L0ZcWOVX8JcvVavm618WmilY2LlsOV3RAO2259wFqh0Gkl+X5crWtY2MAhn/AJTdEkdzQ+q8gyRxlMheQ68m2Ls96XqdFqiI+ZJK+2ucGktJLi3cN8tqha5cmGUY/wAZoift3dPDAZpGxh4Hra6zkG4gnqav29lkfDqX6qRzwS26xDqNkgN79T2QziD3B9N5geGtxccTVde29LTp59yZC3HmAgFniwHg7gg1sV45nPGZmYjp0uHD4vTdG4mg95DbY2gdr3PQWOqXBtVb9JHITGWPJbkbY7mGqcDdtFdFTxmSTTsDYw8W8F7nMANlpGBragPwuHoNY/Szslr9Avatl68cJz4P80xfbdr4osppASGZuog5WA4irJ3pVaWCKWFzzQkoY79O2W+xHsqpeIzG2kBzCXObkN/Vf7bqqDU6iOU7ZOAOx3rEbndd4jLWvlOreh0ULWahksMubWEHYUGmjZAPazS0jVcOfAYy9hYX5PDzsL3rr2J/KyQ644xM5ZZI6N7jQN7EkAAWSPbquwYmv0TpGcrnOax0ji3cuYAQaA6+y83Jy5YzEZXEXUUsfqGSbTcOllEskYDXNeS5zu7jYca60uHJLwmQNID2ECje9t28d66LtzaXh+pBlENtc3+IY3EBv+YAdR70uLqOEQteMNTi19GNr6vcH9RuqBoWt8fJjPvlMT5Jnwom1enjgDIsXPDiA9wJdQG19lyw6Wi8fUkdR91W5rmuLXCiOoXQimiOnlZgA4Rg9LyIde/svRUR5ZY2TPY2Sv5tjfT8eVTZuypEekKC1QmXXjTQ2gBt391c6cOYAY2giySO/wBR0WZCC50zyxrCfSOgVKaSBoBSQglY32SBo9EkIJ7Y/dWMlbGH02ySKcaND6eVQhBoi1U8UgkjkLHAkgjaiRVhen0/xXq4dRC9oqIgCeEbsdtgS2/0kjrXdeQTsreOeWPtKTES16zVSamYve4uNAZEAOIGwyrqfdCyIWZm5uVfvpCVoXucYO/dCSED7o7pJooTtRtClCVotRtO0AhJO0AhK0rQStFqFpkoGhLZJVE7KLUbRaipJKNovwglaSVpWoJWi1G1EqCd7pWopoqYKaihVDKRQolAiVFMlIlQhWeqiQpp0ggAhOkdEDpKkwi+qADU8UwpoIhqliE1IBKFZbaWCtpOgoWpDFKgrNlGkAjskhQATtRU1FCiUyVG0ESopkqKiilE0pKB7oKyqypkqsnqqiBUSFJRKoiolO1BxWoRElQNJkqJJWkRKgaUiVErQhW6iaVhUCqSgQqXBXlVOVtGdwCrV7lWQfwgiGknbck0sDOI6J7dS5swLYHYvrfcHGh5JOw8lcbjvGWwvOlikAmZI1wNgtLqsMN9iCbPbZfNeM8X1PyrYY2OY1wa2mktx5YBqh4IG/svHy/lxjlGOFT323GFx29PxTW63U6+WRuoiEcLiIGtoEjEEm97B62O1qvj3GJ9TpIH6edjZSSyQFoJc0AvJaOlWSK3oLBpIWyO0sY5rDyyWgPGQa4OFOIHTrf+yy63Tsg0DWTMpoY1wcG5fpcGE0OwPjbdfK/1fJOdxE3M1lH/AE66xS3QGExBlB2Di8McaF7FwLetGrNdxurtdrhLq+TG12I1BbE021sYYAGknuCQR9FxuHTaoTCbUPDYJIg7IbBu/Sje46brpSRRvhikkiGQjjbTerg9rW24+3vsuGWUxOuUxN9RPlY9mbicDTwyLlsLJNPHkNhmQSc3SNJr9NWB7Ly+j5mm1ME8zCyN5BJIsb+oAHttv9F6zjkp5UrWy/rErMmgFmB2DhV1derdeG08rI5Dlu3ZzRRIJ2sEFej8eJniy7uLkn3d6eZ4+Z0pppLcg7+Z30IPTEXvsViMxa5gYKY2QvIxIAO1Xfssut1jppA+w8uGDgG42RV1ufoF0XRyazTRytaWuJAle3+YOd1qxZC6VGEY3ER/1Y52tZI+NkmO+xa4ubR3xroLdYXSi4fNLFpozQdJzXtkvEN2BFg9j+At8ekazVaGN8ObGuimyDv07EusbbE7+yj80dGWwtMbm+otLnG8XbnOuwJ+4XPLmmYiOP39yvti0ui1Gma6SdzWRl7HA0CMXfzfUAlajqpotIZNPcheBk/INc6T+bHc7eobKUGqkdHhNg8OaHPYyi45O7Dsey81NLKy2csxh4yxB2Fm/TXRMYy5MsoziOpj9Un6PVcQ1criyQUxrjkwCgN9wvb6dmjLoWiMMEsboog07sBbZaR3Ni673a8m1xhM4lhxmwst3J9QyD677Gzf1U+dM90Uk5lDg8kSuNNyc3qCL3vda5eKM8YjH+MRHwRL1UcAgJklkbINyXWHBzRQDzW4t3ferUZp4xqIhRc+aR7oyCCLF0KP1CvjEjS2FgklLpC2iQB6rHQ2SLO1Lg8WDw6FrnB5dTYi4kZDfqQe1heHHDLPl/l3cT34an2dWMmeTmQhxP8AIWkdxvfvYHUKPEZZItJOJWktcCwSEimPumkgb0KK4+j4iIWBzGH0sZmXEEDC2j6i1r1Uumli+RjMdyuAfISATTgbvp0AXWOKcM8ZmJqJ/wAQbdPLMjhaySmZ2DWQrFp2Dgfr2RJpnsaC1he2QBrSerTdj6f7JPhfFIYZHNGG7CdwQd+3lVsmfEQ7IOad6/lNdMh3pfSjupiWHQk0XN0zmxwhkkdve03kKFOb79LH1VTZXtDzK1zi825zvTvX7n6q6HiskIY2JwcehAZQAIqgtcWpBzdbGunLonucNmgtI6eDtdLnM5fMdWpx6gSZvaxjBkM2BuIonoBv0O5G2y2skMIc8glocS07EdKIA79fsufpdNHGyR8mpkBw9LWnrW3XvXsseo1LtPJHgWEAB+NBwDuhG/uFyy44zmo9l9nR4hq9PqYI2OtrOcC7a3sY0Vfi3fuudw6SPTahuoEUMzA0B8UjA4HIGwA72H6h0XOfqpHNc27sbk9ST3v7rKF34+OMMNfhl355o+I6mV0QlY5zRlzJM3SOPVxc7udtls0ul0c0MRdEwmMH9NhxIF7juD2PYrzEcjo5Gvb1Bsey3t10jdSJosmgEkNu6seqkzwymKia66HVdyIuITuOqLw4vIGIBJb0ALTt9QvQ6QzCKJjiXNosaSSQ2vTTq6knb6WvER6hjnuc6BgJNhzBWJH7V5C7bOLaePSFoBDs2u2o0QbsX9hS83NxZTGMVMrCl/NhlLmuNscGOxHpBoHb2NFdKKWDUzaNj4y1sbXyP6Cw9weAbHRt3XZcTT6tgBDnuex+5DgB6jfj3XR0srI5MmbyUxpsY5EX46+CpnjON9TcR1P9mqtwtZoHQSxDmNLZQCHX0J6h30WKEkStpzW3Yt3TcVuvRaiGKc6drnhmGbS4N71d7b1YXIdw/Vl7qjJO12QevQ+69XHyROMXPdfpmYVuiIaxrnANadyOvqo9CoSaZzBYIPqI/wBVrGpLCw5FrmWC07gjxuNlW10kkJjAslxLdt76mq8q3l17IwEEJAErZHzARkwULb6h5CrxALnkjZ+1bj3W7FT2FhIJGxrYpFtUO5/1T9JAAG/ffqrgS1zcm9KII60O6BmCoy7cEdQR03VL2BoaQ4G/2Q6R7nE2bPuoEk0Ui/kRQhCoEIQgEIQgEIQg/fCFG0WvoOMJWhRtFqKmi1CwnaJSVotRspIJWglRv3QgnaSjaLRUiUrStK0DTULQgnaFElFqCVoSQgEk7R2QCSD0QoBCEkQ00gnaKaFHZFoGolIlIlAiUrQSoqBppWhA0kIVBaEqQoiQVgKqUgUVZ91K1WCnaCdp2oWi0E7SStK1FNAQmFAwAkRupdlEn3REaUSFZZRSLaiiilaWqBCUIFVuVhVLnKCDjuqzSZO6rJSAyVAlCifZagRJUCVJxVRK1CFaiUEqP3VASo2i1VJK1mGRPqcGjbuf9FbiPcTJSJUc20SHAgdSD0VE08cQYXvDQ52LSSACSL7ptHvM9ItKrcVm0+sg1LXuhfkGvLDtRDmktI39x91xfiXi2p4Zw5smmja+eaQxx5bhpDC8uI7gVupOeMYzlM9fZETbrz6vS6dzBNPGwuvEFws49SB4F7rxHG/iN72TxaN7Wx4gc122TsiCzayNm5fReK4hxKfWyzzyl7naZ0rndDtK0ChW+AbsPIG6q4vIY9ezQmMvc9uTdw05ON2CL3u9vovBy/k5Z5Tjh1jU3LpGPV/LTp9XpDpw3fLJz3AuyLREbcG2P5txv5XL0MD9SWGf+Jenlbk9vQdxQ3sUd/NLz+n4g5hrmPjBdk4i3XtVEFejinEA0s2n5ZzaxpDb6i2uxuhZaduh39l4suPLCJiJ956n6bvvt14dXDp+HPY2RjmmCSMP7hoxqyB0G4r36qp3GotVM2xKIxk5tAEVQsnc0Dh0/wBl4fU6uZ55TjIADZa7and78hXQaOZ2nZM6UshMjWusbY5fro9W3+CtT+PGWP8AOe5irLel0jYZ3aidrx6nAtabAaQQSK6Hfel3tZyXzz4uD2PYGYX0prTQHcD/AEXmodHLpNPqJywOfm9jpOoaWja7snpYryu0WZaLFjfUGHLr0JawNbfck19QV4uXCZmdZuImr+qaiXMnilfrW6XnYxSM/iEbucCXEltbH3XmTw97YIZWPdlI9zaHVoBLdx5NKWv4rPJqpD6m422h6SK+56EK2CabVyhrgQQ8FrmgDF5F2aoeql7uPHkw48ZmY9o2Zt1+HaWN2g0xEVuJdk+qdudxfYgt/CwN1eHEPlWQjlGW2gAkgP3F/S/stuo1Y0+hkbnhJJPICOjmCUbOIHZzSVzZDFDptFrY2yF1uD7/AJg0iw4gdKO3fdYxwmd9rmMpnUt0uLa9+jcIQHFxaS0uAsNsACx16Gl5J8xLicd7Njt9Fu45O2bXFwFeht7VuRfSz5XItejg4ow48eu67SWluolZm1khDSCPFi73Q7UGTd4afUDv12FV9Fs4Rp2ajWMY8ZCiGt8ucKb+6fFtJFpNQxsYIaYwaI6OGxH5C6XjtVd17jZM6WfT6XlPbzGRlsn9Ya0dXH+mjXhUciRulZK8OLZP1O2JDgdhjfT3XNa9zXtxiAd2q99/Cm3USM35rg6hjidqu1nWaqPsesGql0h1Mchb6HM2PqBLXB1HrQcAd77rzep1ztQQXMaKBrboDv18qGq10sprnPcBRFk/UjfwVz7N2s4ccdTMRa26AmkdHI1rSWANJN9Bff2tXt1TwCDE0gOAJHrqhQF3f+i5Rkfk510Td13tRDnAghx26ey6axMI6uudG6SV2+Re2nCve791z8xg1vX1E/mv9lTZSViKihLt1UhI+qs147KtCo0fMSb1QO3T2VRe8gAuJrp91BCVAE0kIGnkdq7KKEE8zv0O3dRtJCCWR23V8M72SBwcdgf7UsyakxEjqRa1zJCycFzKLXAHfxsfZOHWYSNAe4Nr1X2rwR5XJTsjoVn08O+luXXn4pqntnaY4uW9x35QHtsVzo53McCRkO7SSAfxSpspKxjERVEzMtjdS8Pyv0mxiTdA/upl7CHhzB6rIcD3WBNNYQzsUrKSFoTDSQTtsoospIBCEIBCEIBCEIBCaEH7y+6ahaLX0HFNFqATQStFqNotQTtK1G0IqVotRtFoJItRRaCVotRtJBO0kkrQSQo2E0E7RahadqCVpJItQNFpWkqiVoUbStFTtK0kIHaLUUlAyVElCiSgaVqJTBShJAStK/dBP7oULUrRDSRaEDTUQmoqSdqNoQStMFQQgsFpqu0Wova1O/CrBTtQTCdKAKlaqGmBslaL2QMqpymSqyhCohUuaFZNLHDFJLK9rI42Fz3uNBrR1JXlOIfFOk0mt0sD2ERyvYOcSN8nbhgsb1uL2pc888cO5mliJl6FwVZ2Xn+F/ER1JibrdMNNJKTgwODgKNUTe/UdPK9C4K4Z45xOs+3uTFIqKkVAlbhEXKpyscR3VDiqKyV5vX8cEPEmaJjWktdGZHFxBFknpttVLo8W4nBw7SmSR7A95LIg40HPqwL8eV8M1fxC6aWXUTSDnmcyMc31D0nYEOO36tvZef8AJzzjGIw95n3axiL7feI9bp3xyyCRuLHkE308WvJfEHE4w6ECT1SQtwYxwJBEjSXGxQxO29Wvk7/iTV6mFsGODHPc2R4d1aRtkBXT3+q0jVwaWTMu9L2iPF1uIaXcwnrfR1jyvNz8/JOMYV3Me7WOMXb2P/cmr4dy8WF0UZdk3IYtsFwBJ6FxdVrmaefVcRmihn1DXCJ1QvO4wd/EAcD1rH/ReV1/xANVLK3ZzX4jfag39IHbbz4UBxaPTxEwSRio3AMpzg199WE9F5YjmnDHDLZrq/Z9D0fxNBw7XaeDVzlzZpY2TPlNkemg5vTFv1XD+KuJyanUsMopsE7oYi0i3Nc79bQNiCAK327r5nHqnteSCGMPUN7f6r0kkXzXCYtVE55fCA40DbX3RN332N0vVyZTGGOF1jtH/wCM13bdw/ng6hxLp55A8OjyOLsQKc09T6RQ8Erm6EwP1c0kZzwAMZq3ERAEOHQ2a6DutrJJJ9Q2SF0ZNHNwaSHSD9L2V0ea37D6LharVsayAcptnGW+2f6SRXmvyuUd3Ee81dNMp1YbJM10OUD3l7W7N26CjRNLfDqGcqVwgMjcdhZJGIAPX+Xf8ri5yvdE2wKsNNAbEkn+67evm0z+H6bCB2DMu9BjpRkG7VZpoXXKIvGK95Ri0M7YjLKyUslxa1oduHFxo+NqVzdXqp3Y8zFpDxuKbVAkfcgBc4zNdFEwxsbiKL2jd25O/wCVv0pY6VmbiWBrQXEFpbZxDhV7DbdXKI7mh6OMCKGSIPaQ6FsjHVWQcb6kkAkVfvt3WyOQ/KwuzyaWxyENaKaxjy4g0a7XtuLXNIg1UULnlpc1/LwDRvyzkKvs9t/cLoyzRQafERMjEcG7mtEZxcQ7t/Men0K8OURHU3tPhYl5jiOjBnDomjJ0zy/cUMvUB17ALr8M4a7SumD3tLeY0cwOoAtJAsd+t0uTonQRaprpSWAyPDgW+loc0tr3Itenj1MukEZc9oc+VxJdvRADGit6Fb+63zZclY8cT7x7kOfroIpHYRgFwe2TKh+j1B4DvHSlydRGzT5QyOfVuIjLwQA0HEjzd1v2W7hzZdRq2GSK4sf4j+w2AxBJurFUug4CeDWMcXZ7glzQ3fDa9ugJISOSeLXGe4iIuVq+3gHlxNk/8CiOqnIxzHua7qCQfsq172XRj1GnZyzyrc004E+l7a3Br3VWq1cmoeS5zi3qA43VjdZEKVA0HUzOlbIX+toaGu6EY7Dos6KNXWyFQkIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEwLICSaCwA/qGxFbea6oVdoUH7ttO1C0L6Lgmi1AFMEItpWi1G0WgmhQRaCdotRtFqKdpqFpoGhR7ItEStCihBK0Wo2mipWlaiCnaCVp2oWnaB2i1G0IJWi1FCCSLUbQoh2klaVqKkSoEosJWgLQlaVqiVotRRaCVp2FBO1ETtFqHlO0Ek7Vdp2kqstCrtO1CllpWoWjJSVTtMFZ3yNYGlxq3Bo2vcgkD9k3vDG5O6eaJ/snX2NAN9k7XjOM8VGk4rFnNqHxQRiR+mjcwNJ7OJbbj+rdpFUu/o+KaXUwyyiRrOU4CRpcHY5btJI7OHT3sLnjy4TlON9x/yTE1bqgqVqrsT2HUnYfkqEcscjQ+ORr2kkZNIIsGjuPBXRGm0Wssmq0sTXOk1ETA28iXgVQtcD/vDgWUobO57WVTmtNEk4gb11I2WMuTjx/qziFjGZ+HqLSO4XJZxjTTAiFzHyfKyzcvJpJMZ/RdhtmvK+Z67/ABI1Emg1z4I9NEMYxF6iZKkaXG+wcegq6IKk8vHEXtf6NZ+nq/iLj+i0+p1nC9Q4+uHTuaGNzp1l7xIdw0ekCj1tfMdFqWzagFweC+QakSXniIgTgLHp3PqPsFxdTrhxOabW6kB0+rfLqJcOjM3YuxaNjiRQ9ktBtC9spa0Rh7pGg0CwNLmFp7nw3ovmc/L6mU918OsRUPQumaydmq5bniKWM4EBuIJdJYFkmzdeDS77f8QZY4cZdFE6RskrXvMjmssEEAUNsb3914+HUcyYzytN+o4FzSXukAI2Fk0QLO/hYOKtmbDFjp+ZJCQd3NLnONve5w8j+wXl4eblx5JiM5xv39v/AEmLey4l/iHr4tMx0Oj08LuYM3Ot+II2ADqBvzvXhc/TfGvHGQukL2ahwYRgG5APdeQAZRcWX1JIXzTT6nIzvka1romuIafT+prqFf3vcqegmw0823o5bw1rvX+kbHpRole3LPlrvPKZivCVD3Wu/wAR+MR8QheIomadv6Y2iw81RLnGia8Cly9L/iZxiJ8r5mQTl0WLQ/JrA4dHUyvv5Xhg3VanTyFv6WB0p364ijX0/suWA/AyBpxDgMuwJ3pejGZvvKbiftKe54t8XcT4jJpRI8SnmF4iZbWNOwFNaauh1O64EfBdW/TRzF8YDwMGk7kBuX0Ff6o4ZpppJInMxDpPVkWj0YnbxQd0916kQglpDWiMDKrrAgOBIPsWiz9l5ebn9PKIxyi/m+2ohyYOFNOkzeHMaOUHva8OsuLnE1/SBSz8a4eIdPE9j21zcGR7lw9IJA+5XrGab+HFbnsbHHZxdu7JnTof1AnvsrtY/TTOjlkdE1wlcIiaoOO5s+Qb+4Xl/wBVnHJjM9xM3NfC0+SA+P8Al7KNlep1PC2TaJ82maym6oNJ6EZ0C37H9lwTo9RlO3lm4f1ium9L6WHJjnEzE+00yrigdK15DmjEEkEgGgLK9K/XaTRSN00UYdC/AvJA9Qtp3Ha8d15kwSCZ0WJLmkggb7hbH6EN0zpedbmuLSANhj7+/UKcmOOVbT0N8/ENLDrjLBBtk8kdMiaB6djvt7rz5PT6JJLWOMYx19e4tABbbjt0AXotJxDTPi1cL2DB0ZbFGcnOLwHCM309N1uvMK5rGukwDr3ABHQ79d6TLGMoqQ5X5H9AaB0A7fcrbpNU9rJ4A0ObMxrCD1BDgRVe6xOidk0BvWq97ClHnBKbya9pqujmkd+1EJMRMUPc/LacxvDdomuZKHsJJoggty649PZZOITh7oXCIh8reWYXEG3MbQ2JIFGqHdV6PXz6pzI2ODP4dOwbReD+oeLvejSq4lG6SV77eHsd6WWGkGzbq9q7fVeLHHPHk/l/lfhy3RtikcH4SF0bi1xNdLHeqKWo180pp7aDWNZQFFuNC/YqrUmd2pMkjHONAgHoL3AVEbnGQyEAt39J7+y9UYx1M99I9BwuXmxmISHmPkylaW2XN79PFmj7rsxNmdpOIjUl75I4X4+lzqc4taf/AOVk1a8toJ9M1xDxTS6mkuJLbBBLelfVeqaZJNLNWL3yaUtkORN+sAkH3HXJefkiIz9vmJHz6Rrs3k2d9z13O/XyqV3+JtbDGYmtxuRzqsHptuf+dVwV6sMtsboJNJC2JEncdlFCEAhCZFHqCgSEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQCEIQfum07UD1QOy+g4J2i1HygdCipWmodk/KCVotI9kj/ooJWi1E/6I8ISlaEghA7Ql3S7oJWi1Hyg9UEt0Xsod0+6CVotQ7o8IqdotRHdIHooJ2i1Eod1QSBRageyZ7KolaLUQeqO5UDSLlE/7pfyqKZKCVHwjsFRK/dJRHRHZBK0KIR2+6IlaLUUeVFTv3StR8oPdEO0WoeUdwirAUZKHYJHp9lFWFyjkoFRcSASD2KiPE/GHF4dO+PSFrpJcOY2NxqOnA04gH1kOHRw27Lx03xLxMx62SaXLnPa8ud+kviOBxadhVUAKG/dcb4nnmfxnR5yvdepI3JO1uFLlTySO4PO1z3EUTRNi9918X8rl5PXjGMpiJn4dcYinpzxTWaviD5ppKnLw/OgBg4kNHQgm+3Qdlrj+IdVDE2JrQyNvKEjWtBL3lo2eXdaFY9gvNxAfOwmhYY0j7NFKepc52o0tuJvTMJv6ALwernhyZZRM943P7b+Iev1PxY3UcRjdNDz3Bgi5Mt4EuN5ub+knLoNw0LqzfGszdHoi2ENnDdnA4RE3RBjAP8AzovCTgf9VifXq51Zd6HTdRjJdJqA43s4777i6P2pdo/N5qxm/wCrGLXWPpp4/rdXPpoXsibK587nOYCQAaBybtuGkGr7rmafX6tkMhljuXFpstddCjbKO5FI1P8A+YH/AO4j/wDoCpQOLtTxAuJOOpIbe9DIDZTec8Y2i5+/n3CbEXxuMrwc4GxsaXmnMB9O1d69X1Xm+WPmZNNHE6o4SCcbLcr9QGxNg9ui9IxxHDdJRIuR9+9Db8LnBrTxjUuLQXY6c333ZurhyTjOde2l1+ppn3r9suh5zBq3UGGOJzWs3d6byLTQ82tnqYOrXvk5YG4Y4HYXv5B7dCF0+HMYznYNDagmqhVUNlj0gAeKA3kmv3okD8KzlE5zlrF2R7QlotbymzkYtw0/MpgcHAmm1Z3BJHbqtXP0x02pawFjgyubsHH04AgNvc3uT2XltC5wm1bQ40GvodhUg/3W2g3Qurb1OG3gNU5uPuZuY7hXC4xopYWtlkOJxa0tB6ENAIv7LRwTmyauHTyyVEWnFldcwFu+Mf0aD3dKT7nFi6sLWiUbDfTsv3/UF6J5cp/FjKY7mJ/t8MxHackzBw+ZwjLJpIn0ALou2/Ox/K5Wq0UOOok02nY5sM+b2X1FDYVdkX9lZxNzrgGRpxcHC+oLm9VZCxg4bqHhoyIaSa3JBtceOcscYyjKe8vb9rP/AIu0mjiiiM8TqEkLXRgWXBzGNBA9twV1pxE3UhsTWvqMVTQKyu7q6v37hcXQklvDRezoJMh59db/AGVzSfmtQb35gF+xHRcuTGcuSby71967I9l4l082mawOBddAihiLBAvrYAKm2FuojHrOWe3nMHcg/QeNlz+FNb/0yB1DLMb99nFa9C5z3avIk462bG96px6LnyRPHtU+0qycLL3ameaUkRunDZGsOwc0ithvZOwXC45qHu1EXLfWbXRvFdaf/agOi9pwJjH6p4e0OHOn2IvoSvDuYw/PEtBIjcQa6bAbL6HDjE8k5fNf+Mpy6F+km0ZiDfVp35SdbcC5xJuyDiuNqNXK6JsDrAjaGVQHQ916vWNFaPYbxTE+/oeF5fjG3E9UPDz/AGXfiy2rbuau/wBTSOYhCF6AKwyFw3Auwcu+w6KtCDp6CWEOfFIxrhMA23UMST+rI3VLrSjS6/VueHHOVrXbXYkG1d7y6ry47roQSyRsdg9zbyBokbEHwuWePvlEzEjtDRchzGRXbmueH9HW3vRAsfRUvBlhPrIcA07touBOR5ZvpvalI9zte4lxNy72f8zwk8n5aV17t5oae4GLdguXcTHff2rivmkfO4kii4+S0bVf/tUveb2oA9h7efdVFWtAzYvTUQjdoOQZCyZjSA0kEurevcgH6L0DJYo4aY9+DwWNY51g4kEXVDt3XB4axr9SGuaCOW80RY2BW2UBjNPgA3Jjia2sjbdcM8bz95IV8Ra7USvEbi4Nf6GeLHneya8rlM075WktqwAautul7/um5zhOKcejf7WtriRVH+YfuLW4/jERA57tPIwva5hDm3Y+horOu5NvHDe9gf8A+FxOwW8ctosJCELQEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQgEIQg/9k=)](https://bit.dev/)](https://bit.dev)

*A. HIGH-LEVEL MODULES SHOULD NOT DEPEND UPON LOW-LEVEL MODULES. BOTH SHOULD DEPEND UPON ABSTRACTIONS.*

*B. ABSTRACTIONS SHOULD NOT DEPEND UPON DETAILS. DETAILS SHOULD DEPEND UPON ABSTRACTIONS.*

This principle states that classes and modules should depend on abstractions not on concretions.

*The Dependency Inversion Principle (DIP) tells us that the most flexible systems are those in which source code dependencies refer only to abstractions, not to concretions.*

**Tip: Use Bit to get the most out of your SOLID Angular project**

SOLID code is modular and reusable. With [**Bit**](https://bit.dev)**,** you can easily **share and organize your reusable components.** Let your team see what you’ve been working on, install and reuse your components across projects, and even collaborate together on individual components. [Give it a try](https://bit.dev).

**[Share reusable code components as a team · Bit](https://bit.dev/?source=post_page-----6e4b9c484960--------------------------------" \t "_blank)**

**[Easily share reusable components between projects and applications to build faster as a team. Collaborate to develop…](https://bit.dev/?source=post_page-----6e4b9c484960--------------------------------" \t "_blank)**

[bit.dev](https://bit.dev/?source=post_page-----6e4b9c484960--------------------------------" \t "_blank)

**What are Abstractions?**

Abstractions are Interfaces. Interfaces define what implementing Classes must-have. If we have an Interface Meal:

interface Meal {  
 type: string  
}

This holds information on what type of meal is being served; Breakfast, Lunch or Dinner. Implementing classes like BreakFastMeal, LunchMeal and DinnerMeal must have the type property:

class BreakFastMeal implements Meal {  
 type: string = "Breakfast"  
}class LunchMeal implements Meal {  
 type: string = "Lunch"  
}class DinnerMeal implements Meal {  
 type: string = "Dinner"  
}

So, you see Interface gives the information on what properties and methods the class that implements it must have. An Interface is called an Abstraction because it is focused on the characteristic of a Class rather than the Class as a whole group of characteristics.

**What are Concretions?**

Concretions are Classes. They are the opposite of Abstractions, they contain the full implementation of their characteristics. Above we stated that the interface Meal is an abstraction, then the classes that implemented it, DinnerMeal, BreakfastMeal and LunchMeal are the concretions, because they contain the full implementation of the Meal interface. Meal has a characteristic type and said it should be a string type, then the BreakfastMeal came and said the type is "Breakfast", LunchMeal said the type is "Lunch".

The DIP says that if we depend on Concretions, it will make our class or module tightly coupled to the detail. The coupling between components results in a rigid system that is hard to change, and one that fails when changes are introduced.

**Example: Copier**

Let’s use an example to demonstrate the effects of using the DIP. Let’s say we have a program that gets input from a disk and copies the content to a flash drive.

The program would read a character from the disk and pass it to the module that will write it to the flash drive.

The source will look like this:

function Copy() {  
 let bytes = []  
 while(ReadFromDisk(bytes))  
 WriteToFlashDrv(bytes)  
}

Yes, that’s a work well done, but this system is rigid, not flexible. The system is restricted to only reading from a disk and writing to a flash drive. What happens when the client wants to read from a disk and write to a network? We will see ourself adding an if statement to support the new addition

function Copy(to) {  
 let bytes = []  
 while(ReadFromDisk(bytes))  
 if(to == To.Net)  
 WriteToNet(bytes)  
 else  
 WriteToFlashDrv(bytes)  
}

See we *touched* the code, which shouldn’t be so. As time goes on, and more and more devices must participate in the copy program, the Copy function will be littered with if/else statements and will be dependent upon many lower-level modules. It will eventually become rigid and fragile.

To make the Copy function reusable and less-fragile, we will implement interfaces Writer and Reader so that any place we want to read from will implement the Reader interface and any place we want to write to will implement the Write interface:

interface Writer {  
 write(bytes)  
}interface Reader {  
 read(bytes)  
}

Now, our disk reader would implement the Reader interface:

class DiskReader implements Reader {  
 read(bytes) {  
 //.. implementation here  
 }  
}

then, network writer and flash drive writer would both implement the Writer interface:

class Network implements Writer {  
 write(bytes) {  
 // network implementation here  
 }  
}class FlashDrv implements Writer {  
 write(bytes) {  
 // flash drive implementation  
 }  
}

The Copy function would be like this:

function Copy(to) {  
 let bytes = []  
 while(ReadFromDisk(bytes))  
 if(to == To.Net)  
 WriteToNet(bytes)  
 else  
 WriteToFlashDrv(bytes)  
}  
|  
|  
vfunction Copy(writer: Writer, reader: Reader) {  
 let bytes = []  
 while(reader.read(bytes))  
 writer.write(bytes)  
}

See, our Copy has been shortened to a few codes. The Copy function now depends on interfaces, all it knows is that the Reader will have a read method it would call to write bytes and a Reader with a read method where it would get bytes to write, it doesn’t concern how to get the data, it is the responsibility of the class implementing the Writer.

This makes the Copy function highly re-usable and less-fragile. We can pass any Reader or Writer to the Copy function, all it cares:

// read from disk and write to flash drive  
Copy(FlasDrvWriter, DiskReader)// read from flash and write to disk  
Copy(DiskWriter, FlasDrvReader)// read from disk and write to network ie. uploading  
Copy(NetworkWriter, DiskReader)// read from network and write to disk ie. downloading  
Copy(DiskWriter, NetworkReader)

**Example: Nodejs Console class**

The Nodejs Console class is an example of a real-world app that obeys the DIP. The Console class produces output, yeah majorly used to output to a terminal, but it can be used to output to other media like:

* file
* network

When we do console.log(“Nnamdi”)

Nnamdi is printed to the screen, we can channel the output to another place like we outlined above.

Looking at the Console class

function Console(stdout, stderr) {  
 this.stdout = stdout  
 this.stderr = stderr ? stderr : stdout  
}Console.prototype.log = function (whatToWrite) {  
 this.write(whatToWrite, this.stdout)  
}Console.prototype.error = function (whatToWrite) {  
 this.write(whatToWrite, this.stderr)  
}Console.prototype.write = function (whatToWrite, stream) {  
 stream.write(whatToWrite)  
}

It accepts a stdout and stderr which are streams, they are generic, the stream can be a terminal or file or anywhere like network stream. stdout is where to write out, the stderr is where it write any error. The console object we have globally has already been initialized with stream set to be written to terminal:

global.console = new Console(process.stdout, process.stderr)

The stdout and stderr are interfaces that have the write method, all that Console knows is to call the write method of the stdout and stderr.

The Console depends on abstracts stdout and stderr, it is left for the user to supply the output stream and must have the write method.

To make the Console class write to file we simply create a file stream:

const fsStream = fs.createWritestream('./log.log')

Our file is log.log, we created a writable stream to it using fs's createWriteStream API.

We can create another stream we can log our error report:

const errfsStream = fs.createWritestream('./error.log')

We can now pass the two streams to the Console class:

const log = new Console(fsStream, errfsStream)

When we call log.log("logging an input to ./log.log"), it won't print it to the screen, rather it will write the message to the ./log.log file in your directory.

Simple, the Console does not have to have a long chain of if/else statement to support any stream.

**Angular**

Coming to Angular how do we obey the DIP?

Let’s say we have a billing app that lists peoples license and calculates their fees, our app may look like this:

@Component({  
 template: `  
 <div>  
 <h3>License</h3>  
 <div \*ngFor="let p of people">  
 <p>Name: {{p.name}}</p>  
 <p>License: {{p.licenseType}}</p>  
 <p>Fee: {{calculateFee(p)}}</p>  
 </div>  
 </div>   
 `  
})  
export class App {  
 people = [  
 {  
 name: 'Nnamdi',  
 licenseType: 'personal'  
 },  
 {  
 name: 'John',  
 licenseType: 'buisness'  
 },  
 // ...  
 ] constructor(private licenseService: LicenseService) {} calculateLicenseFee(p) {  
 return this.licenseService.calculateFee(p)   
 }  
}

We have a Service that calculates the fees based on the license:

@Injectable()  
export class LicenseService {  
 calculateFee(data) {  
 if(data.licenseType == "personal")  
 //... calculate fee based on "personal" licnese type  
 else  
 //... calculate fee based on "buisness" licnese type  
 }  
}

This Service class violates the DIP, when another license type is introduced we will see ourself adding another if statement branch to support the new addition:

@Injectable()  
export class LicenseService {  
 calculateFee(data) {  
 if(data.licenseType == "personal")  
 //... calculate fee based on "personal" licnese type  
 else if(data.licenseType == "new license type")  
 //... calculate the fee based on "new license type" license type  
 else  
 //... calculate fee based on "buisness" licnese type  
 }  
}

To make it obey the DIP, we will create a License interface:

interface License {  
 calcFee():  
}

Then we can have classes that implement it like:

class PersonalLicense implements License {  
 calcFee() {  
 //... calculate fee based on "personal" licnese type  
 }  
 // ... other methods and properties  
}class BuisnessLicense implements License {  
 calcFee() {  
 //... calculate fee based on "buisness" licnese type  
 }  
 // ... other methods and properties  
}

Then, we will refactor the LicenseService class:

@Injectable()  
export class LicenseService {  
 calculateFee(data: License) {  
 return data.calcFee()  
 }  
}

It accepts data which is a License type, now we can send any license type to the LicenseService#calculateFee, it does not care about the type of license, it just knows that the data is a License type and calls its calcFee method. It is left for the class that implements the License interface to provide its license fee calculation in the calcFee method.

Angular itself also obeys the DIP, in its source. For example in the Pipe concept.

**Pipe**

Pipe is used to transform data without affecting the source. In array, we transform data like:

* mapping
* filtering
* sorting
* splicing
* slicing
* substring *wink emoji here*
* etc

All these transform data based on the implementation.

In Angular templates, if we did not have the Pipe interface, we would have classes that transform data pipe like the Number, Date, JSON or custom pipe, etc. Angular would have its implementation of Pipe like this:

pipe(pipeInstance) {  
 if (pipeInstance.type == 'number')  
 // transform number  
 if(pipeInstance.type == 'date')  
 // transform date  
}

The list would expand if Angular adds new pipes and it would be more problematic to support custom pipes.

So to Angular created a PipeTransform interface that all pipes would implement:

interface PipeTransform {  
 transform(data: any)  
}

Now any Pipe would implement the interface and provides its piping function/algorithm in the transform method.

@Pipe(...)  
class NumberPipe implements PipeTransform {  
 transform(num: any) {  
 // ...  
 }  
}@Pipe(...)  
class DatePipe implements PipeTransform {  
 transform(date: any) {  
 // ...  
 }  
}@Pipe(...)  
class JsonPipe implements PipeTransform {  
 transform(jsonData: any) {  
 // ...  
 }  
}

Now, Angular would call the transform without bothering about the type of the Pipe

function pipe(pipeInstance: PipeTransform, data: any) {  
 return pipeInstance.transform(data)  
}

**Conclusion**

We saw in this post how DIP makes us write reusable and maintainable code in Angular and in OOP as a whole.

In ***Engineering Notebook columns for The C++ Report*** in *The Dependency Inversion Principle* column, it says:

A piece of software that fulfills its requirements and yet exhibits any or all of the following three traits has a bad design.

1. It is hard to change because every change affects too many other parts of the system. (Rigidity)
2. When you make a change, unexpected parts of the system break. (Fragility)
3. It is hard to reuse in another application because it cannot be disentangled from the current application. (Immobility)

If you have any question regarding this or anything I should add, correct or remove, feel free to comment, email or DM me

Thanks !!